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ABSTRACT
Business knowledge embedded in legacy information systems is a valuable asset that must be recovered and preserved when these systems are modernized. Event logs register the execution of business activities supported by existing information systems, thus they entail a key artifact to be used for recovering the actual business processes. There exists a wide variety of techniques to discover business processes by reversing event logs. Unfortunately, event logs are typically represented with particular notations such as Mining XML (MXML) rather than the recent software modernization standard Knowledge Discovery Metamodel (KDM). Process mining techniques consequently cannot be effectively reused within software modernization projects. This paper proposes an automatic technique to transform MXML event logs into event models to be integrated into KDM repositories. Its main implication is the exploitation of valuable event logs by well-proven software modernization techniques. The model transformation has been validated through a case study involving several benchmark event logs.
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1. INTRODUCTION
Business processes are a key asset for companies since they represent the daily sequence of activities aimed at achieving their business objectives [20]. In addition, it has been demonstrated that companies which explicitly represent and manage their business processes get a better competitiveness level, since business processes management helps companies to adapt to environmental changes.

Most business processes are automatically supported in companies by means of their information systems [20]. These information systems undergo the phenomenon of software ageing and erosion over time as a result of uncontrolled maintenance, and they become Legacy Information Systems (LISs). When the maintainability degree of LISs diminishes under acceptable levels, these LISs must be replaced by other improved systems [2].

Re-implementing LISs from scratch is a possible solution to deal with the negative effects of the software erosion phenomenon. However, greenfield developments are not the most suitable solution, since it entails various economical and functional risks [17]. Firstly, the economic aspect of companies is affected, since the replacement of an entire LIS, by implementing a new system from scratch, can imply a low Return of Investment (ROI) with regard to the old system. In addition, the development or purchase of the new system might exceed a company’s budget. Secondly, the new system may have a lack of specific functionalities that are missing in the new one. This is due to the fact that over time new meaningful business knowledge is incorporated into LISs during their maintenance. That business knowledge embedded in LISs, which is not present anywhere else, would be lost with new developments from scratch.

Software modernization is a more suitable solution to address the software erosion problem, since it saves cost and preserves the embedded business knowledge. Software modernization is the concept of evolving LISs with a focus on all aspects of the current system’s architecture and the ability to transform current architectures into target architectures. Software modernization facilitates the preservation of business knowledge, since it tends to recover all the embedded knowledge without discarding such knowledge during the development of enhanced system [12].

Embedded business knowledge preservation entails two main challenges, which are in line with the current challenges in reverse engineering [3]. The first one is the discovery or elicitation of business knowledge itself and the second one is the effective usage of this knowledge to take advantage during evolution and modernization of LISs.

The first challenge (i.e., discovery of the embedded business knowledge) has been widely addressed in literature through some business process mining techniques and algorithms [18], which allow discovering the actual business processes carried out by companies. These techniques take as input event logs which represent the specific business activities executed by a system following the Mining XML (MXML) format [19].
The second challenge concerns the effective usage of the discovered business knowledge to accomplish more effective software modernization processes. The evolved information systems must support, or be aligned with, the actual business processes previously discovered [5].

This paper focuses on this second challenge, since the business process mining techniques so far focuses on discovering business processes from particular even logs. However, these reverse engineering techniques were not thought to produce valuable event logs to be used in whole modernization projects. This is owing to the fact that business process mining techniques use event logs following the MXML format, which cannot be used together with the recent specifications of the Architecture-Driven Modernization (ADM) initiative [8], which has been especially provided for modernizing LISs.

This paper addresses this problem from the perspective of providing a model transformation for reversing event logs into standard repositories according to the Knowledge Discovery Metamodel (KDM). KDM is the specification proposed by the ADM initiative to abstract and represent all the legacy software artifacts and viewpoints of LISs during the reverse engineering stage. The main advantage is that event logs transformed into KDM models can be integrated into ADM-based processes so that synergies between event models and the remaining kinds of models (e.g., code model, database model, etc.) can be exploited together and in a homogeneous and standardized way. For example, feature location techniques may be improved since features of event models (as well as the respective discovered business process models) can be easily mapped with source code elements in KDM models [7].

In order to demonstrate the feasibility and facilitate the adoption of our proposal, a model transformation has been implemented using QVTr (Query / View / Transformation Relations) and a case study involving a real life LIS has been conducted. The case study indicates that (i) the model transformation is effective, since it can obtain KDM models representing the information registered in event logs; and (ii) the transformation is efficient, since it can be executed in a linear time regarding the number of events.

The remainder of this paper is organized as follows: Section 2 explains the background of the paper to understand the context where the model transformation is applied. Section 3 provides the model transformation proposed. Section 4 describes the case study. Finally, Section 5 presents conclusions and future work.

2. BACKGROUND
This section introduces the key concepts to provide a better understanding of the proposal: business process mining and software modernization.

2.1 Business Process Mining
Business process mining describes a family of a-posteriori analysis techniques exploiting the information recorded in an event log [18]. Event logs sequentially record the business activities executed in a Process Aware Information Systems (PAIS) [18]. PAIS’s are systems that explicitly manage the execution of business processes (e.g., Customer Relationship Management (CRM) systems or Enterprise Resource Planning (ERP) systems).

Business process mining allows companies to know what is actually occurring within their organizational environment, since their business process models could not be aligned with the real-life operation [4]. According to [18], there are three kinds of business process mining techniques: (i) discovery which deal with the construction of business processes when there is no a-priori business process model; (ii) monitoring which are used for runtime analysis such as checking if actual business processes are in line with a reference business process model; and (iii) extensions which extract and enrich business process models by using new aspects recovered from event logs. The proposal is used in the discovery type, since it aims to use event logs to discover business processes and carry out software modernization projects that preserve that business knowledge.

2.2 Software Modernization
Software modernization is an approach supporting evolutionary maintenance [7], i.e., it consists of understanding and evolving existing software artifacts and restores the value of LISs. Software modernization does not replace traditional reengineering, but it combine it together with new model-driven development principles [9]. This means that traditional reengineering is improved by treating all involved software artifacts as models and establishing automatic, reusable model transformations between models at different abstraction levels [12].

The Object Management Group (OMG) has launched the ADM initiative to standardize the software modernization approach [9]. The first specification defined within ADM is KDM, which is a metamodel to represent all the software artifacts of LISs. In addition, KDM has been recently recognized as the ISO/IEC 19506 standard [13].

![Figure 1. KDM Layers, packages, and concerns (adapted [7])](image)

KDM groups knowledge about legacy software artifacts into various orthogonal concerns that are in turn organized in different abstraction layers, each based on the previous one (see Figure 1). The infrastructure layer is at the lowest abstraction level and defines a small set of concepts used systematically throughout the entire KDM specification. The program elements layer offers a broad set of metamodel elements to provide a language-independent intermediate representation for various constructs defined by common programming languages. This layer has two packages: Code and Action. The runtime resource layer represents resources managed by the legacy system’s operation environment (i.e., it focuses on aspects that are not contained within the code itself). It has four packages: Data, Event, UI and Platform. The Event package is the portion of the metamodel used to represent the KDM event model from the MXML log models. Finally, the abstraction layer defines a set of meta-model elements to represent domain-specific knowledge and a business overview of LISs.

The KDM specification facilitates the automation of the software modernization process, since it defines the items that a reverse
engineering tool should discover and a software analysis tool may use. In the past, traditional reverse engineering tools have been built as silos where each tool recovers and analyzes different proprietary content in a single silo. For example, maintainers would use a reverse engineering tool for the source code and another tool for the legacy database. At the end, maintainers would have two proprietary and independent models, a source code model and a database model, which must also be analyzed independently. Nowadays, KDM makes it possible to build reverse engineering tools in a KDM ecosystem where reverse engineering tools recover knowledge regarding different artifacts, and the outgoing knowledge is represented and managed in an integrated and standardized way through a KDM repository. Software analysis tools can therefore be plugged into the KDM repository to generate new meaningful knowledge in the same repository.

Transforming MXML logs to KDM event models allows taking advantage of the KDM ecosystem. The obtained KDM models can therefore be integrated into software modernization projects.

3. REVERSING EVENT LOGS

This section presents the technique proposed to obtain KDM models from event log models.

3.1 Involved Metamodels

This section presents the metamodels used to represent the input models (MXML event logs) and the output models (KDM event models).

3.1.1 The MXML Metamodel

Event logs are represented according to the MXML notation. MXML is the notation commonly used to represent event logs to be exploited in business process mining techniques [19]. Figure 2 provides the respective metamodel (using the Ecore metamodeling language as defined by Eclipse™ platform) for representing MXML event logs. The MXML metamodel represents an event log as an instance of the WorkflowLog metaclass. Each log consists of a set of instances of the Process metaclass that contains, in turn, several ProcessInstance elements. Each instance of the ProcessInstance metaclass represents a specific execution of a business process using particular data. For example, let us imagine a business process of a bank company. In this example, there could be different business process instances for different customers.

Each business process instance has a sequence of instances of the AuditTrailEntry metaclass (see Figure 2). The AuditTrailEntry metaclass represents events and consists of four main elements: (i) the WorkflowModelElement that represents the executed business activity; (ii) the EventType that represents if the activity was started (start) or was completed (complete); (iii) the Originator that provides the user who started or completed the business activity; and finally (iv) the Timestamp that records the date and time of the event.

Moreover, all the elements previously depicted can have one or more instance(s) of the Data metaclass. The Data metaclass groups several instances of the Attribute metaclass and aims to include additional, relevant information in different elements of the event log. This is the mechanism provided by the MXML metamodel to achieve the extension of the models conforming to this metamodel when it is necessary.

3.1.2 The KDM Event Metamodel

The KDM Event metamodel corresponds to the portion of the KDM metamodel depicted in the Event package (see Figure 1). This metamodel defines a set of metaclasses for representing states and state transitions caused by a set of events (see white metaclasses in Figure 3).

The KDM event metamodel defines the EventModel metaclass to depict an event model in KDM. Each instance of the EventModel metaclass aggregates a set of EventResources of a certain LIS. The EventResource metaclass is specialized into the State, Transition and Event metaclasses. The Event metaclass has two features: the name of the event and the kind feature depicting the type of the event (i.e., start or complete).

Each instance of the EventResource metaclass is related to one or more instances of the AbstractEventRelationship metaclass for representing additional relationships between events apart from transitions. The AbstractEventRelationship metaclass is specialized into two metaclasses: the NextState metaclass establishes a relationship from a Transition to the given State after this event-based transition; and the ConsumeEvent metaclass defines a relationship between a Transition and the Event that triggers that transition (see white metaclasses in Figure 3).
Moreover, the KDM event metamodel extends the KDM action package from a previous layer (see Figure 1) since it defines a set of event actions that can be used with the EventResources (see white metaclasses in Figure 3). These event actions can be represented by means of instances of the ProducesEvent metaclass which defines the event that is produced by a particular code element. The ProducesEvent metaclass together with the Event metaclass have the reference implementation that is defined as an instance of the CodeElement metaclass. Such references enables feature concept location when event logs are represented as an event model in KDM.

3.2 Transformation Rules

Table 1. Set of basic transformation rules

<table>
<thead>
<tr>
<th>ID</th>
<th>Rule Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1</td>
<td>Each instance of the WorkflowLog metaclass is transformed into an instance of the EventModel metaclass in the output model</td>
</tr>
<tr>
<td>R2</td>
<td>Each instance of the AuditTrailEntry metaclass is transformed into an instance of the Event metaclass in the output model</td>
</tr>
<tr>
<td>R3</td>
<td>Instances of the WorkflowModelElement and EventType metaclass, belonging to an instance of the AuditTrailEntry metaclass, are respectively incorporated into the features ‘name’ and ‘kind’ of the respective instance of the Event metaclass (see R2).</td>
</tr>
<tr>
<td>R4</td>
<td>Instances of the Attribute metaclass with the name feature ‘implementation’ are transformed into instances of the CodeElement metaclass within the respective instance of the Event metaclass in the output model (see R2).</td>
</tr>
</tbody>
</table>

Furthermore, the information concerning the four components of an event (i.e., business activity name, type, originator and timestamp) must be represented in the KDM event model. On the one hand, the name and type of the events in the MXML models are represented in the KDM event models by using the features of the Event metaclass respectively (see R3 in Table 1). On the other hand, the information concerning the originator and timestamp cannot be directly represented in the KDM model according to the KDM event package. For this reason, the KDM event model must be extended with additional metaclasses so that it can support this information. Besides originator and timestamp information, additional MXML elements such as Process and ProcessInstance elements exist which cannot be represented in output models according to the original KDM event metamodel (cf. Section 3.3).

Finally, all the events, which represent executed business activities, are mapped to their respective pieces of source code by means of R4 (see Table 1). This is possible since the event log is represented using the KDM metamodel and thus the KDM event model can be linked with other models (e.g., the KDM code model) according to other metamodel packages defined in the KDM specification (see Figure 1). This mapping between events and source code is a valuable knowledge during software modernization.

3.3 Additional Rules and KDM Extension

In order to represent all the information registered in a MXML model in the KDM model, we propose an extension of the KDM event metamodel. Despite the KDM metamodel needs to be extended, the impact of this extension on well-proven and KDM-based tools is not problematic since it is carried out with the own extension mechanism of the KDM standard. Besides this fact, most elements of the event model are present in the core of KDM which is used for many tools.

The standard extension mechanism of KDM is the extension families. These are established by means of an instance of the ExtensionFamily metaclass, which can exist for any kind of KDM model, e.g., an instance of the EventModel metaclass. Each extension family defines a set of instances of the Stereotype metaclass which contain, in turn, a set of instances of the TagDefinition metaclass (see highlighted metaclasses in Figure 3). Stereotypes define a wide concern while tag definitions specify the new elements. Tag definitions established in the extension family are then used in standard elements of the KDM metamodel by means of instances of the TaggedValue metaclass (see highlighted metaclasses in Figure 3). Tagged values allow changing or adjusting the meaning of those elements by associating a value with a previously defined tag.

According to the extension mechanism, some additional rules are established. R5 refines R1 by adding the creation of the extension family within the event model (see Table 2). The extension family collects four stereotypes with a tag definition: <process>, <processInstance>, <originator> and <timestamp>. These stereotypes are used in different elements of the KDM event model. R6 and R7 respectively group business processes and

Table 2. Extended set of transformation rules

<table>
<thead>
<tr>
<th>ID</th>
<th>Rule Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>R5</td>
<td>An instance of the ExtensionFamily metaclass is created for each instance of the EventModel metaclass in the output model (see R1 in Table 1). This instance contains four instances of the Stereotype metaclass. In turn, each Stereotype instance contains an instance of the TagDefinition metaclass. The values of these four stereotypes are: &lt;process&gt;, &lt;processInstance&gt;, &lt;originator&gt; and &lt;timestamp&gt;.</td>
</tr>
<tr>
<td>R6</td>
<td>Each instance of the Process metaclass is transformed into an instance of the EventResource metaclass with an instance of the TaggedValue metaclass. The tag feature of this instance links to the &lt;Process&gt; stereotype, and the value feature represents process name.</td>
</tr>
<tr>
<td>R7</td>
<td>Each instance of the ProcessInstance metaclass is transformed into an instance of the EventResource metaclass with an instance of the TaggedValue metaclass. The tag feature of this instance links to the &lt;ProcessInstance&gt; stereotype, and the value feature represents the name of the business process instance.</td>
</tr>
<tr>
<td>R8</td>
<td>Instances of the Originator and Timestamp metaclass are transformed into two instances of the TaggedValue metaclass which are added to the respective instance of the Event metaclass (see R2 in Table 1). The instances of the TaggedValue metaclass respectively define their tag features as &lt;Originator&gt; and &lt;Timestamp&gt; stereotype, and their value feature with the name of the originator and timestamp registered in the input model.</td>
</tr>
</tbody>
</table>
business process instances using the EventResource metaclass and a tagged value (see Table 2). Moreover, the originator and timestamp are represented by incorporating tagged values to the respective event in the output model (see R8 in Table 2).

An executable version of the model transformation has been proposed rules as well as declarative constraints that must be evaluated in a reasonable time? efficiency. In order to evaluate these properties, two research questions are established:

**RQ1** – Can the transformed KDM event models be integrated into KDM repositories?

**RQ2** – Is the model transformation executed in a reasonable time?

The study follows a multi-case and holistic design. The study is multi-case because it evaluates ten different MXML models. In addition, the study is holistic since the model transformation is applied to each case as a whole, and does not consider several analysis sub-units. As a result, the independent variables of this study are the different input MXML models.

The first research question (RQ1) is evaluated by means of qualitative research. The qualitative evaluation focuses on the effectiveness of the proposed model transformation, which is measured by using the indirect assessment of the external quality. The indirect assessment [1] consists of the comparison of (aggregations of) metric values between input and output models. In addition, the study uses metrics concerning external quality since it represents the quality change induced on a model by the transformation, while internal quality metrics (e.g., understandability, modifiability, reusability, etc.) represent the quality of the transformation itself, which is not the objective of this study. The evaluation of RQ1 is aimed at knowing if obtained models are able to represent the respective event model within a KDM repository.

The second question (RQ2), in turn, is quantitatively evaluated. Therefore, some metrics are used to evaluate this question, which are considered as the dependent variables of the study. The evaluation of RQ2 uses the number of business process instances and the number of events of the input MXML models.

Due to the space limitation this paper only shows one relation as an example. The full transformation, however, is available online [11]. Figure 4 shows the ‘auditTrailEntry2Event’ relation illustrating the implementation of rules in QVT. In this relation, the checkonly domain (lines 9 to 31) is defined on instances of the AuditTrailEntry metaclass. This input domain checks the existence of the four elements of an event (i.e., the business activity, type, originator and timestamp). The input domain also evaluates the existence of the process instance, process and the event log where the auditTrailEntry element belongs (lines 22 to 30). On the other hand, the enforce domain (lines 32 to 59) creates an instance of the Event metaclass (line 38) according to Rule R2. This event is created within the respective log, process and process instance. The originator and timestamp are added with the appropriate stereotype according to the Rule R8 (lines 41 to 52). Finally, the when clause invokes the ‘processInstance2EventResource’ to check, as a pre-condition, that the respective process instance was previously created by means of the invoked relation.

4. CASE STUDY

This section validates the proposed model transformation by means of a case study that involves ten different event logs. The case study is based on the formal protocol proposed by Runeson et al. [16] for conducting case studies in the software engineering field, which allows to improve the validity and repeatability.

4.1 Design

The object of this study is the proposed model transformation, while the purpose is the evaluation of its effectiveness and efficiency. In order to evaluate these properties, two research questions are established:

**RQ1** – Can the transformed KDM event models be integrated into KDM repositories?

**RQ2** – Is the model transformation executed in a reasonable time?

The study follows a multi-case and holistic design. The study is multi-case because it evaluates ten different MXML models. In addition, the study is holistic since the model transformation is applied to each case as a whole, and does not consider several analysis sub-units. As a result, the independent variables of this study are the different input MXML models.

The first research question (RQ1) is evaluated by means of qualitative research. The qualitative evaluation focuses on the effectiveness of the proposed model transformation, which is measured by using the indirect assessment of the external quality. The indirect assessment [1] consists of the comparison of (aggregations of) metric values between input and output models. In addition, the study uses metrics concerning external quality since it represents the quality change induced on a model by the transformation, while internal quality metrics (e.g., understandability, modifiability, reusability, etc.) represent the quality of the transformation itself, which is not the objective of this study. The evaluation of RQ1 is aimed at knowing if obtained models are able to represent the respective event model within a KDM repository.

The second question (RQ2), in turn, is quantitatively evaluated. Therefore, some metrics are used to evaluate this question, which are considered as the dependent variables of the study. The evaluation of RQ2 uses the number of business process instances and the number of events of the input MXML models.

Due to the space limitation this paper only shows one relation as an example. The full transformation, however, is available online [11]. Figure 4 shows the ‘auditTrailEntry2Event’ relation illustrating the implementation of rules in QVT. In this relation, the checkonly domain (lines 9 to 31) is defined on instances of the AuditTrailEntry metaclass. This input domain checks the existence of the four elements of an event (i.e., the business activity, type, originator and timestamp). The input domain also evaluates the existence of the process instance, process and the event log where the auditTrailEntry element belongs (lines 22 to 30). On the other hand, the enforce domain (lines 32 to 59) creates an instance of the Event metaclass (line 38) according to Rule R2. This event is created within the respective log, process and process instance. The originator and timestamp are added with the appropriate stereotype according to the Rule R8 (lines 41 to 52). Finally, the when clause invokes the ‘processInstance2EventResource’ to check, as a pre-condition, that the respective process instance was previously created by means of the invoked relation.

4. CASE STUDY

This section validates the proposed model transformation by means of a case study that involves ten different event logs. The case study is based on the formal protocol proposed by Runeson et al. [16] for conducting case studies in the software engineering field, which allows to improve the validity and repeatability.

4.1 Design

The object of this study is the proposed model transformation, while the purpose is the evaluation of its effectiveness and efficiency. In order to evaluate these properties, two research questions are established:

**RQ1** – Can the transformed KDM event models be integrated into KDM repositories?

**RQ2** – Is the model transformation executed in a reasonable time?

The study follows a multi-case and holistic design. The study is multi-case because it evaluates ten different MXML models. In addition, the study is holistic since the model transformation is applied to each case as a whole, and does not consider several analysis sub-units. As a result, the independent variables of this study are the different input MXML models.

The first research question (RQ1) is evaluated by means of qualitative research. The qualitative evaluation focuses on the effectiveness of the proposed model transformation, which is measured by using the indirect assessment of the external quality. The indirect assessment [1] consists of the comparison of (aggregations of) metric values between input and output models. In addition, the study uses metrics concerning external quality since it represents the quality change induced on a model by the transformation, while internal quality metrics (e.g., understandability, modifiability, reusability, etc.) represent the quality of the transformation itself, which is not the objective of this study. The evaluation of RQ1 is aimed at knowing if obtained models are able to represent the respective event model within a KDM repository.

The second question (RQ2), in turn, is quantitatively evaluated. Therefore, some metrics are used to evaluate this question, which are considered as the dependent variables of the study. The evaluation of RQ2 uses the number of business process instances and the number of events of the input MXML models.
efficiency of the model transformation is measured through the
time spent on the transformation execution. The study uses the
tool Medini QVT [6] as the execution environment since it
supports the validation and execution of QVT transformations.
The computer used for the execution consists of a dual processor
of 2.66 GHz and a RAM memory of 4.0 GB.

4.2 Case Selection
Cases under study cannot be randomly selected, but the cases
must be selected according to some criteria in order to ensure the
case would provide strengthened conclusions from their
evaluation. For this reason, the case selection stage defines a
criterion list to choose a suitable set of cases.

The set of cases are selected from the set of benchmark MXML
models provided by the Process Mining Group that are available in [15] as well as other event logs registered by information
systems of partner companies. The case selection procedure
establishes the following criteria to select the most appropriate
cases: C1 – The input models must have two or more processes
and different process instances for each one, i.e., there must be
events in different processes instances and process. This criterion
avoids the evaluation of a sequence of events of a single process,
which does not represent real-world logs. C2 – The entire set of
logs must have logs with a different number of events. The
objective of this criterion is to provide a set of logs with different
size to show the behavior of the transformation for small, medium
and large logs. C3 – Due to standards considered by the proposal,
event logs must be MXML-compliant.

Table 3 shows the ten input models under study. The selected set
of cases consists of MXML logs with an average size of 12474
events per log. The minimum size of a log is 66 events (for the
model ‘insuranceclaimexample’) and the maximum size is 73799
(for the model ‘grouped_t32f0n50’). In addition, the number of
process instances varies between 6 and 1800 (see Table 3).
According to the source of the models, on the one hand, seven
models (M1 to M5, see Table 3) are selected from the set of
benchmark MXML logs as used in other studies [15]. On the other
hand, three models (M6 to M8, see Table 3) are selected from the
event logs registered from traditional (non-process-aware)
information systems of partner companies.

4.3 Case Study Procedure
Besides the case study design, a procedure must be defined to
execute the study. The execution procedure consists of the
following steps:

1. The set of appropriate cases is selected according to the
   selection criteria. After case selection, each case is taken one
   by one to execute the proposed transformation, i.e., steps 2 to 4
   are repeated for each case.

2. The MXML log is analyzed using ProM tool [19]. ProM is an
   extensible framework that supports a wide variety of process
   mining techniques in the form of plug-ins. Thanks to ProM the
   log can be analyzed to obtain, for example, the number of
   events or process instances. All this information is annotated to
   be evaluated later.

3. The MXML is then transformed to a KDM event model. The
   QVTr transformation is executed by means of an Eclipse™
   plug-in that we have specially developed for this purpose using
   EMF/GMF, the Eclipse™ metamodeling framework. The plug-
   in embeds the open source QVTr engine of Medini QVT [6] in
   order to execute the proposed transformation. The plug-in
   additionally incorporates two editors and evaluators for the two
   kinds of models: MXML log models, and KDM models.

4. After the execution, the obtained KDM event model is analyzed
   according to the aforementioned metrics (cf. Section 4.1). All
   this information is annotated to be analyzed later.

5. When steps 2 to 4 are executed for all the cases under study, all
   the collection information (see Section 4.4) is analyzed to
   answer the research questions and draw conclusions (see
   Section 4.5).

6. Finally, the results of the study are reported through an
   appropriate discussion as well as an evaluation of the possible
   threats to the validity of the study (see Section 4.6).

Table 3. Data obtained during the case study conduction

<table>
<thead>
<tr>
<th>Id</th>
<th>MXML Event Log</th>
<th># Process Instances</th>
<th># Events</th>
<th>Transform. Time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>M1</td>
<td>DutchRentalHouseOrganization</td>
<td>1000</td>
<td>13262</td>
<td>1947</td>
</tr>
<tr>
<td>M2</td>
<td>insuranceclaimexample</td>
<td>6</td>
<td>66</td>
<td>45</td>
</tr>
<tr>
<td>M3</td>
<td>logs_Afschriften</td>
<td>374</td>
<td>9174</td>
<td>1721</td>
</tr>
<tr>
<td>M4</td>
<td>outpatientclinicexample</td>
<td>1000</td>
<td>14000</td>
<td>2274</td>
</tr>
<tr>
<td>M5</td>
<td>grpd_all</td>
<td>98</td>
<td>1794</td>
<td>3</td>
</tr>
<tr>
<td>M6</td>
<td>AELG-Members</td>
<td>63</td>
<td>856</td>
<td>11</td>
</tr>
<tr>
<td>M7</td>
<td>J.HES</td>
<td>28</td>
<td>100</td>
<td>6</td>
</tr>
<tr>
<td>M8</td>
<td>Villasante Lab</td>
<td>149</td>
<td>546</td>
<td>10</td>
</tr>
<tr>
<td>Mean</td>
<td></td>
<td>551.8</td>
<td>12474.3</td>
<td>687.4</td>
</tr>
</tbody>
</table>

| Std. Deviation | 612.1 | 22297.9 | 917.4 |

4.4 Data Collection
Data to be collected during the conduction of the study as well as
their sources have to be defined before the execution in order to
ensure the repeatability of the study.

Table 3 shows the data collected during the execution of the
model transformation, which provides: (i) the case identifier; (ii)
the name of the MXML event log, (iii) the number of process
instances and (iv) events; (v) the time spent on executing the
transformation in seconds; and finally (vi) the last column
indicates if the KDM event model was or was not obtained with
any bug or mistake.

4.5 Analysis and Interpretation
After execution and data collection, the data is analyzed to obtain
the chains of evidence to answer the established research
questions.

In order to answer RQ1, the suitability of the obtained KDM event
models to be integrated into KDM repositories is qualitatively
evaluated. Although all the input models were analyzed, Figure 6
illustrates the qualitative analysis using model M6 as an example.
Figure 6 (left) shows the KDM event model obtained for input
model M6. The events of this model are obtained with information
of the piece of source code that supports the business
activity executed in an event. This information is stored in the
‘implementation’ feature of each Event element (see Figure 6
left). Those pieces of source code referenced from the KDM
Event model are represented in a respective KDM Code model
(see Figure 6 right) by means of different CodeElements. In the
eXample KDM Code model, such pieces of source code were
particularly represented as MethodUnit elements. The KDM Code
model is obtained from the LIS by means of the mentioned
technique based on static analysis, which was evaluated in a
previous work [14]. In this way, all the KDM Event and Code
models were therefore linked within the same KDM Repository.
As a result, RQ1 can be answered as true, i.e., the proposed model
transformation can obtain KDM event models from MXML models and integrate them into a KDM repository.

Moreover, RQ2 must be evaluated. The time spent on the execution varies between 3 seconds for case M5 and 2274 seconds (a bit more than half an hour) for the biggest case M4, which has 14000 events (see Table 3). The mean of the transformation time is 687.4 seconds (approximately 11 minutes). These values seem a feasible time for models with more than 1000 events. However, the scalability of the transformation must be demonstrated to ensure its applicability for larger models.

Our hypothesis is that the transformation time is linear regarding the size of input models, since the transformation has a theoretical algorithmic complexity $O(n)$, where $n$ represent the number of events. In order to confirm this hypothesis Figure 5 provides a linear regression model, which considers the model size as the independent variable and the transformation time as dependent variable. The correlation coefficient $R^2$ of the regression model is 0.975 (see Figure 5). Since $R^2$ is very close to 1, our hypothesis is confirmed. As a consequence, the scalability of the proposed model transformation is ensured and RQ2 can be positively answered.

### 4.6 Threats to the Validity

The validity of the study must be evaluated by considering the possible threats and the list of actions to mitigate them. Firstly, the internal validity is threatened by the execution environment used to conduct the study, since the time values might vary. To mitigate this threat, the study could be repeated and compared by using different QVT transformation engines apart from Medini QVT.

Moreover, the external validity is concerned with the generalization of the results to a whole population. Since the regression model is calculated with only eight values, the generalization could be improved by more replications.

![Figure 5. Linear regression for transformation time.](image)

![Figure 6. Integration of an event model (left) into a KDM repository together with a code model (right).](image)
5. CONCLUSIONS AND FUTURE WORK
This paper has proposed an approach to transform event logs into KDM event models in order to integrate them into the KDM ecosystem. As a result, the KDM event models can be used in combination with other embedded knowledge recovered through reverse engineering. The main hypothesis is that the KDM ecosystem allows maintainers to obtain synergies from all the related knowledge to improve software modernization activities such as feature location among other.

This work provides an implementation of the model transformation using QVTr as well as a supporting tool in order to facilitate its validation and adoption by the industry. In fact, the transformation is validated through a case study involving ten event logs (seven benchmark logs and three logs obtained from the execution of real-world LISs). The case study shows that the proposed approach is able to obtain KDM event models from event logs, which can be integrated into a KDM repository. The main advantage of this fact is that KDM event models can be mapped to particular pieces of source code that supports the events. Moreover, the transformation time is linear, and therefore the approach could be used with larger event logs.

The future work will address the repeatability of the case study using additional and different event log models in order to deal with the detected threats and obtain strengthened conclusions.
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