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A B S T R A C T

Context: Legacy information systems age over time. These systems cannot be thrown away because they store a significant amount of valuable business knowledge over time, and they cannot be entirely replaced at an acceptable cost. This circumstance is similar to that of the monuments of ancient civilizations, which have aged but still hold meaningful information about their civilizations. Evolutionary maintenance is the most suitable mechanism to deal with the software ageing problem since it preserves business knowledge. But first, recovering the underlying business knowledge in legacy systems is necessary in order to preserve this vital heritage.

Objective: This paper proposes and validates a method for recovering and rebuilding business processes from legacy information systems. This method, which can be considered a business process archeology, makes it possible to preserve the business knowledge in legacy information systems.

Method: The business process archeology method is framed in MARBLE, a generic framework based on Architecture-Driven Modernization (ADM), which uses the Knowledge Discovery Metamodel (KDM) standard. The proposed method is validated using a case study that involves a real-life legacy system. The case study is conducted following the case study protocol proposed by Brereton et al.

Results: The study reports that the proposed method makes it possible to obtain business process models from legacy systems with adequate levels of accuracy. In addition, the effectiveness of the proposed method is also validated positively.

Conclusion: The proposed method semi-automatically rebuilds the hidden business processes embedded in a legacy system. Therefore, the business process archeology method quickly allows business experts to have a meaningful understanding of the organization’s business processes. This proposal is less time-consuming and more exhaustive (since it considers the embedded business knowledge) than a manual process redesign by experts from scratch. In addition, it helps maintainers to extract the business knowledge needed for the system to evolve.

© 2011 Elsevier B.V. All rights reserved.

1. Introduction

Organizations have a vast number of highly functional and operational legacy information systems. These legacy systems are not immune to software ageing problems [49], and they must be maintained and evolve over time. System evolution can be motivated by new user requirements, technological or platform migration, and the most important reason: new business opportunities that must be addressed and supported by the organization’s systems [29].

As a consequence of software evolution, legacy information systems embed meaningful business knowledge over time [28]. Thus, legacy systems become a key asset for organizations, since they can serve as a source to obtain information about the business processes governing the organization. Business processes define a sequence of activities in an organizational environment that realize a business goal [51]. If organizations know their business processes, they can manage them in order to maintain and improve their competitiveness level [21]. In addition, business knowledge is very important for organizations because it is usually unknown or incomplete, since a lot of business knowledge is embedded in legacy information systems that support the business operation.

This paper presents a business process archeology method to rebuild business processes embedded (or buried, using the archaeology metaphor) in legacy information systems (ancient artifacts and relics). The proposed method allows business experts to explicitly state the business processes from the implicit business knowledge of their legacy systems. This proposal obtains business process models, which represents a good start point for business experts who can improve them (i) by adding manual activities that are not supported by information systems, or (ii) by adjusting the business processes to the real behavior of the organization. We think that the proposal performance is better than the performance...
of business process redesign by experts from scratch, because it does not discard the embedded business knowledge that is only present in legacy information systems, which usually is ignored by business experts.

The business process archeology method has been developed taking MARBLE as the starting point. MARBLE is a framework to recover business processes from legacy systems following the Architecture-Driven Modernization (ADM) approach [41]. ADM is the concept of modernizing legacy information systems with a focus on all aspects of the current system architecture and the ability to transform current architectures to target architectures [48]. ADM advocates carrying out reengineering processes following the principles of model-driven development, i.e., it treats all the software artifacts involved in the legacy system as models and can establish transformations between them. Therefore, MARBLE focuses on the reverse engineering stage of the reengineering process. MARBLE proposes four abstraction levels (with four different kinds of models) as well as three model transformations between them, in order to cover the whole path of the business process archeology method between legacy information systems and business processes. In addition, ADM defines the Knowledge Discovery Metamodel (KDM) standard [37], which presents a metamodel to represent and manage the legacy knowledge involved in all the different software artifacts of the legacy information systems. MARBLE uses this standard in order to represent the information recovered from legacy information systems as models.

MARBLE is a generic framework that specifies how to use the ADM and other related standards to recover business processes models from legacy information systems. Despite the fact that this proposal is aligned with MARBLE, presented in a previous work [41], this paper presents a more mature work which provides the specific analysis techniques and model transformations to achieve the first functional business process archeology method in order to be applied to real-life industrial projects. To date, the proposed method considers: (i) legacy source code as the key software artifact as the business knowledge source; (ii) the static analysis as the reverse engineering technique used to extract meaningful knowledge; (iii) a model transformation based on Query/Views/Transformations (QVT) to obtain a KDM model from the knowledge extracted by statically analyzing the source code; and (iv) other QVT model transformation supporting a set of business patterns to transform the KDM model into business processes.

Because the business process archeology method is framed in MARBLE, which uses ADM and KDM, the proposed method has three key advantages with respect to the other proposals in the literature:

- The formalization, repeatability and automation of the archeology method are possible due to the fact that the method follows the ADM approach. Thus, it reduces the costs of the maintenance activities that may use the recovered business process models. In turn, lower costs mean that the method improves the ROI (Return On Investment) on legacy information systems, thus also extending the lifespan of legacy information systems.
- Business knowledge management via the archeology method is carried out in an integrated and standardized manner with KDM.
- Since MARBLE follows model-driven principles that advocate that models can be interrelated through the different aforesaid abstraction levels, the business process archeology method improves feature location, i.e., identifying what elements of the business process were obtained from specific pieces of legacy source code. Feature location is an essential step in facilitating maintenance activity.

Additionally, this paper reports on a case study that applied the business process archeology method to an enterprise information system at a chemical laboratory company to recover its business processes. Firstly, a specific method to recover the business processes from the information systems based on Java was developed following the MARBLE framework. Secondly, the case study was carried out using the protocol template for case studies proposed by Brereton el al. [3] in order to improve the rigor and validity of the case study. The results showed that the business process archeology method can obtain business processes in linear time with respect to the size of the legacy systems, and in addition, can obtain business processes that represent the business operation of the organization with reasonable levels of reliability.

The rest of this paper is organized as follows. Section 2 introduces the background of the paper: business process archeology and the ADM standard. Section 3 summarizes the work related to the business process recovery from the legacy information systems. Section 4 presents the proposed business process archeology method using MARBLE. Section 5 briefly shows the most important details of a tool developed to support the proposed method. Section 6 presents the planning and execution of the case study involving a real-life company system. Finally, Section 7 discusses conclusions and future work.

2. Background

This section presents the two main concepts used in this paper: business process archeology and the ADM approach and its standards.

2.1. Business process archeology

A business process is a set of coordinated activities and tasks performed in an organization, which aims at a specific business goal [51]. Interest inside organizations in knowing their business processes has increased because they consider them to be a key asset (i) for their performance, since business processes depict the organization’s operations; and (ii) to improve their competitiveness, because business processes can be adapted to increase customer satisfaction, reduce costs, distinguish products or services, and so forth.

In order to achieve optimal business process management, it is necessary to represent business processes by means of a notation easily understood by the different agents involved in their management. The most important notations are UML 2.0 Activity Diagrams and Business Processes Model and Notation (BPMN) [38]. The Business Process Diagram (BPD) of BPMN is the notation used in this work since it is a well-known graphical notation and is easily understood by system analysts as well as business analysts.

Legacy information systems can be an obstacle to business process management, since these systems have evolved independently from the organization’s business processes [15]. According to [40], “a legacy information system is any information system that significantly resists modification and evolution to meet new and constantly changing business requirements.” [16] go further to state that the “code becomes legacy code just about as soon as it’s written”. The independent evolution from the business processes is due to the uncontrolled maintenance of legacy information systems. Indeed, according to the study provided by Koskinen et al. [25], changes in a business process is the third criterion (among a list of 49 software modernization decision criteria) to modify the information systems. Unfortunately, source code modifications usually do not have any effect on original business processes, which do not have the respective change. This fact means that legacy systems embed a significant amount of business knowledge that is not defined in
the original set of business processes. In this scenario, business process archeology is necessary to obtain the current set of business processes.

Business process archeology\(^1\) is the engineering activity that studies the business processes in an organization by analysing the existing software artifacts in that organization. The objective is to discover the business forces that motivated the construction of the enterprise information systems. Real archeologists investigate several artifacts and situations, trying to understand what they are looking at, i.e., they must understand the cultural and civilizing forces that produced those artifacts. In the same way, a business process archeologist analyzes different legacy artifacts such as source code, databases and user interfaces and then tries to learn what the organization was thinking to understand why the organization developed the information system. Let us imagine two parallel examples in order to compare traditional archaeology (A) and business process archeology (BPA):

- The Roman civilization emerges. (BPA) An organization has a business process, which may be formalized or not; this does not matter.
- The Roman civilization produces monuments, writings, documents, etc. The monuments and other artifacts undergo maintenance and alterations over time. (BPA) Business processes are implemented in information (and manual) systems or by means of descriptions of business processes, which also undergo maintenance and alterations over time.
- The ancient Roman civilization disappears but the remains of the monuments, documents, etc. survive the test of time. (BPA) The description of the business processes disappear (or not).
- The archeologists study the monumental remains together with documentation from that era to rebuild and understand the Roman civilization. (BPA) The business process archeologists analyze software artifacts by means of reverse engineering and other techniques to reconstruct the business processes. Software artifacts can already be in use, however the current use can differ of the original use for which those were conceived (i.e. business process and legacy information systems are not aligned). In addition, actors who know business processes and legacy information systems could be not present in the organization at that moment (e.g. maintainers are seldom the same people who initially developed the information system).

2.2. Architecture-Driven Modernization (ADM)

The increasing cost of maintaining legacy systems, together with the need to preserve business knowledge, has turned the modernization of legacy systems into a significant research field [7]. ADM can be considered a mechanism for software evolution, i.e., it makes it possible to modernize legacy information systems and eradicate, or at least minimizes, the negative effects of the software ageing phenomenon in legacy systems. According to [34], ADM is the process of understanding and evolving existing software assets, and in addition, it restores the value of existing applications. ADM solves the automation and formalization problem of traditional reengineering since it carries out reengineering processes taking model-driven principles into account. ADM is based on reengineering, but it considers different models as input and output artifacts of the process, thus solving the formalization problem found in traditional reengineering.

After the horseshoe reengineering model [22] was adapted to ADM it became known as the horseshoe modernization model (see Fig. 1). The model consists of three stages:

- **Reverse engineering** is represented by the left side of the horseshoe. It analyzes the legacy system in order to identify the components of the system and their interrelationships. In turn, the reverse engineering stage builds one or more representations of the legacy system at a higher level of abstraction.
- **Restructuring** is represented by the curve of the horseshoe since this stage takes the previous system’s representation and transforms it into another one at the same abstraction level. This stage preserves the external behavior of the legacy system.
- **Forward engineering** is represented by the right side of the horseshoe because it generates physical implementations of the target system at a low abstraction level from the previously restructured representation of the system.

Moreover, the horseshoe modernization model considers three different kinds of models with respect to the abstraction level [31]:

- **Computation Independent Model** (CIM) is a business view of the system from a computation independent viewpoint at a high abstraction level. CIM models are sometimes called domain models.
- **Platform Independent Model** (PIM) is a view of a system from the platform independent viewpoint at an intermediate abstraction level. PIM models abstract all implementation details.
- **Platform Specific Model** (PSM) is a technological view of a system from the platform specific viewpoint at a low abstraction level. A PSM combines the specifications in the PIM with the details that specify how that system uses a particular type of platform or technology.

Transformations between the different kinds of models are formalized by means of the Query/Views/Transformations (QVT) standard proposed by the OMG [36]. The QVT specification consists of two distinct but related languages: (i) **QVT-Operational** language, which is procedural in nature, and (ii) **QVT-Relations**, a declarative language. QVT makes it possible to define deterministic transformations between models at the same abstraction level or at a different level. As a consequence, the model transformations can be automated in the horseshoe modernization model.

In addition, the ADM Task Force in the OMG has defined the KDM standard [37], which has been also recognized as the ISO 19506 standard [20]. The KDM standard defines a metamodel for modeling all the different legacy software artifacts involved in a legacy information system. The KDM metamodel provides a comprehensive high-level view of the behavior, structure and data of the legacy systems [20], but it does not represent procedural models of the systems such as Unified Modeling Language (UML). While UML can be used to generate new code in a top-down way, ADM-based processes involving KDM start from the legacy code and build a higher level model in a bottom-up way [32].

KDM is a metamodel divided into layers representing both physical and logical software assets of information systems at several abstraction levels [37]. KDM separates knowledge about legacy information systems into various orthogonal concerns that are well-known in software engineering as architecture views. KDM consists of four layers of abstraction, each one based on the previous layer (see Fig. 2) [20].

---

**Infrastructure Layer** is the layer at the lowest abstraction level and defines a small set of concepts used systematically throughout the entire KDM specification. There are three packages in this layer: Core, KDM and Source.

**Program Elements Layer** offers a broad set of metamodel elements in order to provide a language-independent intermediate representation for various constructs defined by common programming languages. This layer represents implementation level program elements and their associations. This means that the program elements layer represents the logical view of a legacy system. This layer has two packages: Code and Action. Both packages define a single model, called the CodeModel.

**Runtime Resource Layer** this enables the representation of knowledge about resources managed by the legacy system’s operation environment, i.e., it focuses on those things that are not contained within the code itself. It has four packages: Data, Event, UI and Platform.

**Abstraction Layer** defines a set of metamodel elements whose purpose is to represent domain-specific knowledge as well as provide a business-overview of legacy information systems. This layer has three packages: Conceptual, Structure and Build.

A very important challenge in business process archeology lies in the large conceptual gap that exists between business processes and legacy systems. This must be gradually reduced. ADM facilitates business process archeology by means of KDM, since it reduces the conceptual gap due to the fact that is organized into several layers at different abstraction levels [20]. Thus, KDM makes it possible to carry out endogenous transformations from models in lower layers to models in higher layers of the KDM structure. Therefore, specific business knowledge is extracted directly from the legacy system, at which point the implicit knowledge at a higher abstraction level can be inferred or deduced from the prior knowledge.

### 3. Related work

Business process archeology is a common and real problem that companies and academics have been trying to solve for many years. The static and dynamic approaches are the two main techniques to discover the current business processes. In addition, new advances in model-driven development field make it possible to improve the business knowledge extraction methods by means of model reuse, formalization and standardization.

Several works address business knowledge recovery from legacy information systems using the static analysis technique. Zou et al. [57] developed a framework based on a set of heuristic rules for extracting business processes following model-driven development principles. This framework statically analyzes the legacy source code and applies the rules to transform pieces of source code in business process elements. This work is based on the MDA approach, but it does not consider the ADM’s standards as KDM. Beside source code, other software artifacts are also considered to obtain business processes in a static way, e.g. Ghose et al. [13] propose a set of text-based queries in documentation for extracting business knowledge, which is not based on the MDA approach. The intent of this approach for text-to-model extraction is to look for cues within text documents that suggest snippets of process models.

System databases are other artifacts used as input in static analysis, e.g. Paradauskas et al. [40] recover business knowledge through the inspection of the data stored in databases together with legacy application code. This work does not follow model-driven development principles. Another work taking database as the input artifact is provided by Perez-Castillo et al. [43], which proposes a reengineering framework to extract business logic from relational database schemas following the MDA approach.

Moreover, Wang et al. [50] present a framework for business rules extraction from large legacy information systems based on
Program slicing is a reverse engineering technique consisting of the program decomposition into slices following a slicing criterion (e.g. fragments of source code that uses a specific program variable). However, the framework is not able to represent the recovered business knowledge in an understandable and standard way.

All these works solely rely on static analysis, which has the disadvantage that a lot of knowledge is lost since it disregards all runtime knowledge. Therefore, other solutions based on dynamic analysis have been suggested. According to the survey provided by Cornelissen et al. [6], dynamic analysis has been applied for a wide set of topics. For instance, Eisenbarth et al. [10] present a feature location technique based on dynamic analysis, which gathers the information from a set of scenarios invoking the features. These scenarios are previously defined by domain experts in a manual way, and the obtained result is a mapping between general and specific computational units with respect to a given set of features.

In order to extract complex business processes that are triggered by external actors, Cai et al. [4] propose an approach that combines the requirement reacquisition with a dynamic and static analysis technique. Firstly, the use cases are recovered through interviews with the users of the legacy information system. Secondly, according to those use cases, the system is dynamically traced. Finally, the traces obtained in runtime are statically analyzed to recover the business processes. Moreover, Di Francescomarino et al. [9] recover business processes by dynamically analyzing the Web application GUI-forms which are executed during user's navigation.

Other works addressing the dynamic approach provide process mining techniques that register event logs focusing on Process-Aware Information Systems (PAIS), i.e., process management systems such as Enterprise Resource Planning (ERP) or Customer Relationship Management (CRM) systems. The nature of these systems (in particular their process-awareness) facilitates the registration of events throughout process execution. Event logs depict the sequence of business processes’ activities executed, and can be used to discover the current business processes. In this sense, Günther et al. [14] provides a generic import framework for obtaining event logs from different kinds of process-aware information systems. In addition, Ingvaldsen et al. [18] focus on ERP systems to obtain event logs from the SAP's transaction data logs. Both works do not follow the model-driven development principles.

Dynamic analysis is more powerful than static analysis, since there is specific knowledge that is known only at runtime. However, the dynamic analysis usually requires source code modifications in order to aggregate traces to register system execution information in an appropriate way. However, source code modifications are not always possible since legacy information systems can be in the production stage. Moreover, another point of controversy related to the usage of dynamic analysis techniques in real-istic environments is that it might be thought that a company or organization would not accept the use of an automatically modified version of its information system. For this reason, business process archeology methods based on dynamic analysis technique should ensure that the source code modification is carried out without affecting the behavior of the original information system, i.e. in a non-invasive way.

This paper proposes a business process archeology method framed in MARBLE, which is based on the ADM approach together with the KDM standard. MARBLE is a generic model-driven framework that can use any reverse engineering technique to extract business knowledge, including static and dynamic analysis, in addition to other techniques. Furthermore, the nature of MARBLE is a vis-à-vis software artifacts is also hybrid, since MARBLE can extract business knowledge from any software artifact as well as business expert information. Specifically, the proposed business process archeology method uses static analysis as the main technique and focuses on legacy source code and manual intervention by business experts.

Table 1 presents a comparison of the different business process archeology methods proposed in the literature as well as the proposed business process archeology method. Each recovery process is framed in a matrix of software artifacts or knowledge sources in rows, along with the mechanism used to extract the business knowledge in columns.

### Table 1

Comparison between recovery processes.

<table>
<thead>
<tr>
<th>SW artifact</th>
<th>Not Model-Driven</th>
<th>Model-Driven</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Static Analysis</td>
<td>Dynamic Analysis</td>
</tr>
<tr>
<td>Source code</td>
<td>Wang et al. [50]</td>
<td>Zou et al. [57]</td>
</tr>
<tr>
<td>Documentation</td>
<td>Ghose et al. [13]</td>
<td>Pérez-Castillo et al. [43]</td>
</tr>
<tr>
<td>Database</td>
<td>Paradassakis et al. [40]</td>
<td>Di Francescomarino et al. [9]</td>
</tr>
<tr>
<td>User interfaces</td>
<td></td>
<td>Günter et al. [14] Ingvaldsen et al. [18]</td>
</tr>
</tbody>
</table>

4. Business process archeology method

The proposed method is framed in MARBLE framework, which specifies how to use ADM and other related standards like KDM.
to recover business process from legacy information systems. The main purpose of MARBLE is the guidelines definition to achieve model-driven reengineering of legacy information system to recovery and represent meaningful knowledge at the top abstraction level (i.e., business process models). Thus, the business process models can be used to modernize legacy information systems preserving the meaningful business knowledge.

Therefore, MARBLE does not only meet the demands detected by Khusidman et al. [23], but also is aligned with the research agenda developed by the Software Engineering Institute (SEI) [26]. This report advocates using software modernization as a tool to obtain business processes from legacy information systems in order to migrate them to Service-Oriented Architecture (SOA) systems. In any case, MARBLE is a generic and extensible framework that can be used with different software modernization purposes.

MARBLE, the general-purpose and extensible ADM-based framework, is presented in Section 4.1. After that, the three specific transformations defined within our proposed business process archeology method are explained in detail in following subsections.

4.1. MARBLE

Modernization Approach for Recovering Business processes from Legacy Systems (MARBLE) [41] is a framework that focuses on the reverse engineering stage in the horseshoe modernization model to obtain business processes from legacy information systems.

KDM is the core of MARBLE, since it enables the representation and management of knowledge extracted by means of reverse engineering from all the different software artifacts of the legacy system in an integrated way. Then, that legacy knowledge is gradually transformed into business processes. For this purpose, MARBLE is divided into four abstraction levels with three transformations among them (see Fig. 3).

The four generic abstraction levels proposed in MARBLE are the following:

- **Level L0**: This level represents the legacy information system in the real world, and is the source system to recover underlying business processes.

- **Level L1**: This level represents several specific models, i.e., one model for each different software artifact involved in the archeology process like source code, database, user interface, and so on. These models are considered PSM models since they depict the software artifacts according to their specific technology platforms.

- **Level L2**: This level consists of a single PIM model that represents the integrated view of the set of PSM models in L1. The KDM metamodel is used for this purpose, since it makes it possible to model all the artifacts of the legacy system in an integrated and technological-independent manner. Firstly, we say that L2 is obtained in an integrated way because L2 works as a KDM repository that can be progressively populated with knowledge extracted from the different information systems of an organization. This is due to the fact that the structure package at the last KDM abstraction layer (c.f. Section 2.2) allows representing different systems, subsystems, components, architecture view, and so on. This is a key advantage because business processes are usually executed by multiple systems within an organization. Secondly, we say that L2 is represented in a technological-independent way due to the fact that KDM standard abstract (from the program element layer, the second layer of the KDM metamodel) all those details concerning the technological viewpoint (e.g. the program language). Thereby, the KDM repository at L2 can represent several legacy information systems even when their program languages or platforms are different.

- **Level L3**: This level depicts, at the end of the archeology process, the business processes recovered from the legacy system that is fully represented by a KDM model in L2. The business process model in L3 represents a CIM model of the system.

The three generic transformations between the four abstraction levels proposed in MARBLE are the following:

- **Transformation L0-to-L1**: This transformation obtains PSM models from each legacy software artifact. Classical reverse engineering techniques [5] such as static analysis, dynamic analysis, program slicing and dicing, formal concept analysis, subsystem decomposition, and so on, could be used to extract the knowledge from any software artifact and build the PSM model related to it. These PSM models are represented according to specific metamodels. For example, a Java metamodel may be used to model the legacy source code, or an SQL metamodel to represent the database schema, etc.

- **Transformation L1-to-L2**: The transformation between levels L1 and L2 consists of a set of model transformations to obtain a PIM model based on the KDM metamodel. This PIM model is built from the PSM models from level L1. The L1-to-L2 transformation can be implemented by means of QVT. The transformation from the legacy information system (L0) to the KDM model (L2) is not direct due to the fact that, in many cases, the platform-specific knowledge in the intermediate level L1 might be used to infer more business knowledge. Thus, the semantic gap between the legacy system and its KDM model is reduced incrementally through L1.

- **Transformation L2-to-L3**: This transformation is based on a set of patterns. When a specific structure is detected in the KDM model from level L2, each pattern indicates what elements should be built and how they are interrelated in the business process model in L3. This is known as pattern matching and can be implemented in MARBLE by means of QVT relations, the declarative part of the QVT language. In addition, this last transformation can be assisted by business experts who know the organization. The external information provided by experts also serves as valuable knowledge in business process archeol-

![Fig. 3. MARBLE, the framework to support business process archeology.](image-url)
ogy. Experts can determine inconsistent or incoherent fragments in the preliminary business process models obtained after pattern matching; they can refactor the business process models, and incrementally fit the process models to the real behavior of the organization. Moreover, this transformation supports the representation of several subsystems at the same time. This transformation structures subsystems as different pools and lanes in the process model. Lanes and pools, which represent BPMN sub-modules, are related between them by means of certain data objects. These data objects are written by a sub-module and are read by another sub-module (e.g., data stored in a database by a subsystem and loaded by another sub-system; or a subsystem invoking a service of another one).

Moreover, not all parts of business processes are executed by legacy information systems, i.e., there are a lot of manual business activities. Manual business activities can be also added by final business expert intervention. Since we are proposing an automated approach, the treatment of that kind of activities is beyond of the scope of this work. Other works (e.g., do Nascimento et al. [10]) address challenges like identifying human activities in the legacy system, activities outside the legacy system, identifying roles, and so on.

The main objective of MARBLE is to provide a first version of business process models that, compared with business process redesign by business experts from scratch, represents a more efficient solution and a good start point to achieve business process archeology. In addition, the business process redesign by experts from scratch might discard meaningful business knowledge that is only present in legacy information systems. Anyway, MARBLE supports the addition and integration of manual business activities together the discovered business processes. For this purpose, MARBLE defines a finite set of operations that business experts can carry out in the business processes at the end of the automate part of our method.

MARBLE is defined as a generic framework to rebuild business processes because it defines the organization of the four abstraction levels as well as the guidelines to perform the three transformations between them. However, this generic framework must be instantiated for each kind of program language on which the system is based, for each reverse engineering technique that is considered to extract the legacy knowledge, and so forth. The following subsections depict the three specific transformations that show how the business process archeology is carried out.

4.2. L0-to-L1 transformation

In the proposed method, the L0-to-L1 transformation is characterized by the reverse engineering technique and the software artifact used. In this case, static analysis is the reverse engineering technique and the legacy source code is the chosen artifact. Static analysis consists of syntactically analyzing the source code of each source file that belongs to the legacy system.

The advantage of this reverse engineering technique is that a syntactic parser for analyzing the source code is easy and inexpensive to build. Moreover, the importance of the source code is underscored in legacy systems since important business knowledge is actually buried in the source code [33].

Static analysis has some limitations, for instance, this technique cannot extract information about the most used path of the source code in a specific source file when it is running. In this case, dynamic analysis, which consists of analyzing the source code execution can complement the static analysis. However, dynamic analysis is usually difficult to implement because it requires modifying the source code by means of traces which are monitored throughout the execution. Modification of the source code of a legacy system in production is not an easy task. For this reason, static analysis was chosen as the reverse engineering technique for the proposed business process archeology method.

In addition, this transformation is specifically tuned to analyze Java-based systems. Therefore, while the static analysis is digging up the information from a Java source file, a source code model is built on the fly according to a Java metamodel (see Fig. 4). This means that there will be a source code model for each source code file at the end of the analysis. Each model is an abstract syntax tree of each source code file and these models represent the PSM models in the L1 level of MARBLE.

To illustrate the transformation, we present a running example for a small Java file, Example.java, which contains a main class with two additional methods (see the central panel of the MARBLE tool in Fig. 5). After executing the L0-to-L1 transformation, an abstract syntax tree is obtained (see the right panel in Fig. 5). In order to demonstrate how a method and its invocations are modeled, we present the respective node related to the main method in an ex-
The statement ‘methodA();’ is represented within the instance of `BlockStatement` metaclass as a `Statement` with a nested `StatementExpression`. In turn, the `StatementExpression`’s instance contains a `PrimaryExpression` with a `PrimaryPrefix` and a `PrimarySuffix`. The instance of the `PrimaryPrefix` metaclass has a name representing the name of the method that is invocated (i.e., method); and the instance of `PrimarySuffix` metaclass has an empty list of arguments (see the right panel of the tool in Fig. 5). This abstract syntax tree represents the code model at L1 level of MARBLE.

4.3. L1-to-L2 transformation

The L1-to-L2 transformation obtains a single PIM model according to the KDM metamodel. The KDM model integrates all the source code models obtained in the previous transformation.

Since the source code is the sole software artifact that is considered in the first transformation, this transformation only uses specific packages (portions of the metamodel) of the KDM to represent the source code: the packages `Code` and `Action` within the `Program`...
Fig. 7. Two QVT relations of the L1-to-L2 transformation.

Fig. 8. An example KDM model obtained after the L1-to-L2 transformation.
the KDM package. The first relation calls to transformation. This relation transforms each Java package into a top relation, i.e., it is always executed at the beginning of the QVT to-L2 transformation. The first relation named and DM Code/Action metamodel are very similar. This is because the structure of the Java metamodel directs in a declarative manner, since most of the transformations are direct in a declarative manner, since most of the transformations are almost expressive part of the QVT language. The model transformation is almost direct in a declarative manner, since most of the transformations between the elements consist of naming them according to the metamodels. This is because the structure of the Java metamodel and DM Code/Action metamodel are very similar.

For example, Fig. 7 shows two QVT relations involved in the L1-to-L2 transformation. The first relation named package2package is a top relation, i.e., it is always executed at the beginning of the QVT transformation. This relation transforms each Java package into a KDM package. The first relation calls to class2CompilationUnit in the where clause for each Java class belonging to the Java package. The second relation transforms each Java class into a compilation unit in the output KDM model. In turn, this relation calls to the method2CallableUnit relation for each method within the Java class, and so on.

To continue with the example introduced in previous section, we show the KDM model (see Fig. 8) obtained from the previous code model (see Fig. 5) by executing the L1-to-L2 transformation. The KDM model contains a CodeModel instance named ‘Example’ which is nested within a Segment instance with the same name. The CodeModel instance has a package element with the name ‘default’, since the original Java file does not define any package. The Package instance contains a nested CompilationUnit instance named ‘Example’ as is defined in the name of the original Java file, since it is obtained from the Class instance of the Java code model at L1. The ‘Example’ CompilationUnit instance contains an instance of the CallableUnit metaclass for each Java method at L1 (compare Figs. 5 and 8). Each CallableUnit instance is also defined by means of different CodeElement and ActionElement instances. For example, ‘methodB’ is modeled as a CallableUnit containing (see Fig. 8): (i) an EntryFlow instance that defines the first KDM action in the unit (the first Java statement, since a model’s sequentiality of actions is not clearly defined); (ii) a Signature instance that defines the parameters of the unit; and finally (iii) an ActionElement instance that represents the statement which calls to the external ‘println’ function. The remaining CallableUnit instances follow a similar structure.

4.4. L2-to-L3 transformation

The L2-to-L3 transformation is the last transformation and obtains a business process model from the KDM model from a set of business patterns and a set of specific modifications by business experts.

The business process models in level L3 are represented according to the metamodel of BPMN (see Fig. 9). The BPMN metamodel represents business process diagrams (BPD), which involve four kinds of elements: (i) flow object elements such as events, activities and gateways; (ii) connecting object elements like sequence flows, message flows and associations; (iii) artifact elements such as data objects, groups and annotations; and (iv) swim lane elements for grouping elements such as pools and lanes.
The set of patterns in the L2-to-L3 transformation takes well-defined business patterns from the literature that have been successfully applied by business experts to model business processes [142,55,56]. Particularly, the set of patterns comes from the previous work presented in [42,44], although the implementation of these patterns has been substantially improved. For example, the name of the main methods is now transformed into a callable unit in the KDM model by using the name of the main class, since this name is more representative. On the other hand, some pre- and post-conditions have been also improved in their implementation.

Business patterns establish what specific structure of the legacy system (represented in a KDM model) is transformed to each specific business pattern. Therefore, each pattern consists of (i) a source configuration or structure of elements in the input model (KDM model in L2), and (ii) a target structure of elements in the output model (BPMN model in L3). Table 2 shows the set of patterns defined for this business process archeology method, which provide an assertion for each pattern in first-order predicate logic and the target graphical representation in business process models.

The set of patterns is defined in terms of KDM and BPMN elements, and thus the last transformation is independent of the program language and platform of the legacy system in contrast to the first and second transformations. This means that the set of proposed patterns could also be used with other systems in addition to Java-based systems.

The set of patterns is implemented by means of QVT relations, since the patterns can be easily implemented in a declarative manner. The QVT transformation consists of one or more QVT relations for each pattern. Each QVT relation defines a target domain (check-only) to depict the elements that are checked in the KDM model and an output domain (enforce) to represent the elements that are built according to the pattern.

Fig. 10 shows four QVT relations as an example using graphic notation. At the beginning, the relation R1.CodeModel2BPD is executed and it generates a business process diagram for each KDM model. The second relation R2.Package2Pool is invoked for each package from the where clause of R1, which in QVT can be defined by means of Object Constraint Language (OCL) [15]. The relation R2 generates, in the business process diagram (the root element), a pool element that contains a business process, both with the same name as the package according to pattern P1, BPD skeleton.

Each source code package is considered as the minimal unit to be transformed into a business process model. This assumption will provide processes with lower accuracy levels than solutions considering correlation data set at the beginning of the process. However, the advantage of this solution is that it does not require the initial correlation information, and it automatically provides a preliminary business processes by statically analyzing the legacy source code. Those business processes can be used as the basis to understand the entire business processes of the organization, which can be refined by business expert at the end.

At the end of the R2 execution, the where clause in R2 invokes the relation R3.MethodUnit2Task, which creates the tasks related to the method unit elements according to the pattern P2. Sequence. This relation transforms methods into tasks, and invocations between them into sequence flows since our proposal follows the well-known “a callable unit-a-task” approach proposed by Zou et al. [57]. There are other choices that transform methods and their respective calls into subprocess-task relationships (i.e. composite tasks). However, the “a callable unit-a-task” approach is better to solve problems regarding the method granularity, since it can treat all the methods in the same manner and then, it can discard fine-grained methods using heuristics like removing the ‘getters/setters’ methods.

Moreover, the R3 relation invokes the relation R5.WritesStorableUnit2DataObject. The R5 relation implements the pattern P6, Data Output, thus generating, in the business process diagram, data objects associated with the tasks obtained previously by the relation R3.

The set of proposed patterns makes it possible to obtain preliminary business process models, but in order to successfully conclude this transformation, business experts can modify and improve the business process model after the pattern matching stage. The final manual intervention may be used by business experts to discover sub-modules by joining and splitting some preliminary processes into different pools. For example, data objects common in two different sub-modules could be transformed into message flows between those pools that represent sub-modules.

The L2-to-L3 transformation of the business process archeology method defines therefore a specific set of manual interventions that the business expert can carry out. Table 3 shows the finite set of five operations that are available for business experts to modify the business process models. Table 3 shows the description and elements in which the operation can be applied for each operation, since not all the operations can be used for all kinds of business process elements.

To conclude the running example, Fig. 11 shows the respective BPMN model obtained from the KDM model (see Fig. 8) by executing the L2-to-L3 transformation. The BPMN model contains a sequence of three tasks: Example, methodA and methodB, which are obtained from the three CallableUnit instances of the KDM model through the pattern P2, Sequence’ (compare Figs. 8 and 11). The first task is named ‘Example’ instead of ‘main’, since the P2 pattern changes the name of main methods for the name of its respective class in order to have a more representative name. Moreover, the invocation to the ‘println’ function within ‘methodB’ is transformed, according to the pattern P4, Collaboration’, into a task with the same name and a round-trip sequence flow from the task ‘methodB’.

5. A tool to support business process archeology

A tool based on the Eclipse platform was especially developed to automate the proposed business process archeology method (see Fig. 12). The developed tool allows business process archeologists to complete the entire method, since it automates the three proposed model transformations. In addition, the tool aids the final manual intervention by business experts through a graphical editor of business process.

5.1. Technologies involved

This tool was developed for Java-based legacy systems and can be used to carry out case studies involving Web applications implemented in Java. The tool is based on four key technologies. The first technology is JavaCC, which is a parser and scanner generator for Java [39]. It is used to develop a static analyzer in the first transformation. The second technology is Eclipse Modeling Framework (EMF), which is a modeling framework and code generation facility for building tools and other applications based on structured data models [11]. This framework makes it possible to build specific metamodels according to the Ecore meta-metamodel (i.e. ECore is the metamodel proposed by the Eclipse platform to define metamodels). Then, from these metamodels, EMF provides tools to produce a set of Java classes for the model, along with a set of adapter classes that enable viewing and command-based editing of the model as well as a basic editor. Another Eclipse framework, such as Graphical Modeling Framework (GMF), is also used together with EMF to generate graphical editors from the ECore metamodels. Finally, the fourth technology is XML Metadata Interchange (XMI), which is a model-driven XML integration.
<table>
<thead>
<tr>
<th>Pattern</th>
<th>Elements detected in L2</th>
<th>Structure in L3</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>P1. BPD Skeleton</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>P2. Sequence</strong></td>
<td>∀(x) CODE_MODEL(x) ∧ COMPILATION_UNIT(y) ∧ COMPILATION_UNIT(z)</td>
<td></td>
</tr>
<tr>
<td><strong>P3. Branching</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ CALLABLE_UNIT(y) ∧ CALLABLE_UNIT(z) ∧ TRUE_FLOW(x, y) ∧ FALSE_FLOW(x, z) ∧ EXCLUSIVE_GATEWAY(x) ∧ TASK(y)</td>
<td></td>
</tr>
<tr>
<td><strong>P4. Collaboration</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ FOREIGN_CALL(x, y)</td>
<td></td>
</tr>
<tr>
<td><strong>P5. Data Input</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ STORABLE_UNIT(y) ∧ READ(x, y)</td>
<td></td>
</tr>
<tr>
<td><strong>P6. Data Output</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ STORABLE_UNIT(y) ∧ WRITE(x, y)</td>
<td></td>
</tr>
<tr>
<td><strong>P7. Start</strong></td>
<td>∀(x) TOP_CALLABLE_UNIT(x)</td>
<td></td>
</tr>
<tr>
<td><strong>P8. Implicit Termination</strong></td>
<td>∀(x) TASK(x) ∧ SEQUENCE_FLOW(x, y) ∧ END_EVENT(y) → SEQUENCE_FLOW(x, e) ∧ END_EVENT(e)</td>
<td></td>
</tr>
<tr>
<td><strong>P9. Conditional Sequence</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ CALLABLE_UNIT(y) ∧ CALLABLE_UNIT(z) ∧ TRUE_FLOW(x, y) ∧ FALSE_FLOW(x, z) ∧ TASK(x) ∧ TASK(y) ∧ CONDITIONAL_EVENT(i) ∧ SEQUENCES_FLOW(x, i) ∧ SEQUENCE_FLOW(z)</td>
<td></td>
</tr>
<tr>
<td><strong>P10. Exception</strong></td>
<td>∀(x) CALLABLE_UNIT(x) ∧ CALLABLE_UNIT(y) ∧ EXCEPTION_FLOW(x, y) → TASK(x) ∧ TASK(y) ∧ ERROR_EVENT(e) ∧ SEQUENCES_FLOW(x, e) ∧ SEQUENCE_FLOW(e, z)</td>
<td></td>
</tr>
</tbody>
</table>
The tool is divided into three different modules that are aligned with each transformation in the proposed business process archaeology method.

To support the first transformation, a tool module to carry out static analysis was developed. In this case, the module was built specifically for parsing Java source code. This tool module was developed through JavaCC from the Extended Backus–Naur Form (EBNF) grammar of Java 1.5. This module takes a Java file as input and then generates an XMI file as the output that represents the Java code model, a PSM model in L1 (see Fig. 12A).

### Table 3

<table>
<thead>
<tr>
<th>Operation</th>
<th>Description</th>
<th>Elements which it can be applied</th>
</tr>
</thead>
<tbody>
<tr>
<td>Add [A]</td>
<td>This operation modifies the original business process model appending new elements to that model. For instance, business experts can use this operation to add manual activities that cannot be recovered from the legacy system.</td>
<td>Activity, sequence flow, data object, association, gateways and event</td>
</tr>
<tr>
<td>Remove [R]</td>
<td>This operation modifies the original business process model deleting any element of that model. For instance, business experts can use this operation to drop activities recovered from auxiliary methods that are not related to the system’s business domain.</td>
<td>Activity, sequence flow, data object, association, gateways, event and business process model</td>
</tr>
<tr>
<td>Rename [RN]</td>
<td>This operation is used by business experts when they want to give another name to any element of the business process model, thus the new name accurately represents the semantics of the element.</td>
<td>All the named elements</td>
</tr>
<tr>
<td>Join [J]</td>
<td>This operation makes it possible to consider two or more elements as only one element. Actually, it can be considered a transaction that consists of several remove and rename operations.</td>
<td>Business process model and activity</td>
</tr>
<tr>
<td>Split [S]</td>
<td>This operation takes an element of the business process model and divides it into two or more elements. Actually, it can be considered a transaction that involves some add and rename operations.</td>
<td>Business process model and activity</td>
</tr>
</tbody>
</table>

framework for defining, manipulating and interchanging XML data and objects [35]. Any model involved in MARBLE can be made persistent by means of an XMI file.

### 5.2. Tool modules

The tool is divided into three different modules that are aligned with each transformation in the proposed business process archaeology method.

To support the first transformation, a tool module to carry out static analysis was developed. In this case, the module was built specifically for parsing Java source code. This tool module was developed through JavaCC from the Extended Backus–Naur Form (EBNF) grammar of Java 1.5. This module takes a Java file as input and then generates an XMI file as the output that represents the Java code model, a PSM model in L1 (see Fig. 12A).

The second module executes a set of QVT transformations to obtain a KDM model in L2 from the Java code model obtained previously. The transformation is executed using the open source Medini tool.
QVT framework [17], a model transformation engine for QVT Relations. Also, it has a tree view editor for KDM models (see Fig. 12B) that was built through EMF.

The third module also executes a QVT transformation to support the third transformation based on pattern matching. Moreover, a graphical editor for business process diagrams in L3 was developed using EMF/GMF (see Fig. 12C). Therefore, this editor allows business experts to modify the preliminary business process models according to the proposed set of manual interventions (see Fig. 12D).

6. Case study

This section presents a detailed case study of a real-life legacy system where the underlying business processes are rebuilt following the proposed business process archeology method. The case study was conducted according to the methodology for designing, conducting and reporting case studies proposed by Brereton et al. [3]. In addition, the case study design was evaluated by means of the checklists for researchers proposed by Runeson et al. [47]. The use of a case study methodology improves the quality of the resulting case study, ensuring the rigor, repeatability and quality of the study. The following subsections show the case study details according to the items proposed in the case study protocol template: background, design, case selection, case study procedure, data collection, analysis and validity evaluation.

6.1. Background

Firstly, the previous research on the topic must be identified. The related work presented in Section 3 shows other recovery processes to obtain business processes from legacy information systems, and it compares all the different recovery processes in the literature together with our proposal.

The works in the literature about business processes recovery are mainly characterized by three factors: (i) whether they follow the model-driven approach or not; (ii) the technique to obtain business processes, mainly static or dynamic analysis; and finally (iii) the legacy software artifacts considered to extract business knowledge.

This case study validates a business process archeology method framed in MARBLE. The proposed method is a model-driven framework for recovering business processes that uses static analysis as the recovery technique and source code as the legacy software artifact to extract business information. In addition, the method considers business expert knowledge as a complimentary source of business knowledge at the end of the process depicted in the method.

The object of study is the proposed method, and the purpose of this study is the evaluation of specific properties of the method related to effectiveness and efficiency. Thus, the main research question addressed by this case study is MQ: Can the proposed method properly obtain business processes from legacy systems? In addition, Table 4 shows the additional research questions that are identified from the MQ question. The additional research question AQ1 is established in order to evaluate whether the business process models obtained from the legacy systems faithfully represent the business operation of the organization. This question is more related to the effectiveness of the proposed method. Moreover, the additional research question AQ2 is proposed to evaluate whether the proposed business process archeology method obtains business processes efficiently. Both additional research questions make it possible to answer the main research question, MQ.

6.2. Design

This case study consists of a single case, i.e., it focuses on a single legacy information system to recover and rebuild its underlying business processes.

<table>
<thead>
<tr>
<th>Id</th>
<th>Research Question</th>
</tr>
</thead>
<tbody>
<tr>
<td>MQ</td>
<td>Can the proposed method properly obtain business processes from legacy information systems?</td>
</tr>
<tr>
<td>AQ1</td>
<td>Can the proposed method obtain business processes with adequate accuracy levels?</td>
</tr>
<tr>
<td>AQ2</td>
<td>Is the proposed business process archeology method efficient?</td>
</tr>
</tbody>
</table>

Table 4 Case study research questions.
The case study was designed according to the embedded design proposed by Yin [54], since the case study considers multiple units of analysis to be studied within the case. The analysis units are the different source code packages of the legacy information system. This is the independent variable of the study. Each package is transformed into a business process model according to the pattern matching supported through the L2-to-L3 transformation of the proposed method. Despite the fact that packages form the unit of analysis and a business process model is built for each package, the business process models can be joined or split after the manual intervention by business experts.

The objective of the study is to analyze the business processes in order to answer the questions established in Table 4. For this purpose, a set of measures was established to quantitatively answer the research questions for each business process model.

The study proposes two measures, Precision and Recall, in order to evaluate the effectiveness of the proposed method through the AQ1 question. Both measures are used in retrieval information scenarios [45]. The Precision measure indicates the amount of relevant recovered elements within the set of recovered elements in a business process model. An element is considered relevant if it faithfully represents a business element in the real world. The Recall measure represents the fraction of relevant recovered elements of the total of relevant (recovered and not recovered) elements. These two measures are considered as dependent variables of the study.

\[
\text{PRECISION} = \frac{|\text{relevant tasks} \cap \text{recovered tasks}|}{|\text{recovered tasks}|} \tag{1}
\]

\[
\text{RECALL} = \frac{|\text{relevant tasks} \cap \text{recovered tasks}|}{|\text{relevant tasks}|} \tag{2}
\]

In order to apply these measures in a business process archeology scenario, we considered the task element as the unit element to be counted. Therefore, the Precision measure (1) is defined as the number of true relevant tasks divided by the total number of recovered tasks, i.e., the sum of true relevant tasks and false relevant tasks that were incorrectly recovered. Moreover, the Recall measure (2) is defined as the number of true relevant tasks divided by the total number of relevant tasks, i.e., the relevant tasks of the business process and other tasks that should have been recovered but were not recovered.

Relevant tasks are those tasks in the model that the experts have in mind according to the organization's current business processes, i.e., the actual business process model used in the preliminary business process improvement. Business experts made decision about whether a particular recovered task is a relevant one. Thus, business experts check four conditions that should be met by relevant task. The first condition specifies that the task must represent a real-life business operation within the organization. This condition is not evaluated by considering task names, since these names are inherited from legacy code and they may be biased regarding the real business activity names provided by business experts. The second condition ensures that all the relevant tasks preceding the evaluated task must be recovered before the task under evaluation. In order to fulfill this condition, the predecessor tasks can be directly or indirectly connected to the task under evaluation, i.e., there could be non-relevant tasks intercalated between the evaluated task and their predecessor relevant tasks. In a similar manner, the third condition ensures that all the subsequent tasks must be directly (or indirectly) recovered relevant tasks. Finally, the fourth condition specifies that all the data objects related to the task under evaluation have been also recovered.

To evaluate the measures with the preliminary business process models, business experts from the organization must be selected.

This study considers two people as business experts: the chief information officer (CIO) and chief operation officer (COO). The profile of these people involves knowledge about the organization’s business processes: CIO knows the provided services, managed information and information technologies used in the organization; and COO is responsible for the daily operation of the organization. After obtaining preliminary business process models, the business experts scored the base measures like recovered relevant tasks, recovered non-relevant tasks, non-recovered relevant tasks, and so on. With this information, we calculate the derived measures, precision and recall. In order to merge the information provided by both business experts, we use the Delphi technique [46], which allows achieving a workable consensus within time limits.

Moreover, the answer to question AQ2 is related to the time spent on executing the transformation. This time is automatically measured by the tool developed for each transformation between MARBLE levels. This measure is analyzed with respect to the total number of elements built into each specific business process model (for each analysis unit). Both the number of elements and the transformation time are also considered as dependent variables in this study.

### 6.3. Case selection

After designing the case study, the case under study must be selected. In order to select the most appropriate case, i.e., the most suitable legacy system, the criteria for the case selection are defined in Table 5.

Criterion C1 ensures that the selected legacy system is an information system that performs business operation management. For instance, this criterion discards embedded systems and real-time systems, which do not support the business operation of an organization or company. Also, criterion C2 ensures that the legacy system is a real-life system that is used in a production environment. Criterion C3 ensures that the selected system is really a legacy information system, i.e., the system has been maintained and modified from its original state. To evaluate this criterion, it uses the amount of modifications in the system that alter the business processes, i.e., the system modifications related to the adaptive and perfective maintenance according to ISO/IEC 14764:2006 [19]. The amount of changes is better than, for instance, the time in production stage, since that time does not imply that the system has been modified significantly. Criterion C4 guarantees that the legacy system is not a ‘toy program’, thus this criterion defines a threshold of 20,000 lines of source code. Finally, criterion C5 ensures that the system was built using Java language and therefore, the proposed process can be applied to the system.

After evaluating more than ten available systems using the above criteria, one company's legacy information system was selected for study. The legacy system is named VillasanteLaboratory and it manages the operation of a Spanish company in the water and waste industry. VillasanteLaboratory manages information related to chemical laboratories, customers and products such as chemical analysis, dilutions, and chemical calibrations. The analyses supported by the application examined different parameters, including a large number of physical, chemical and microbiological.

| Table 5 Criteria for case selection. |
|-------------------------------|------------------------------|
| Id   | Criterion for case selection |
| C1   | It must be an enterprise system |
| C2   | It must be a real-life system |
| C3   | It must be a legacy system |
| C4   | It must be no smaller than 20 KLOC |
| C5   | It must be a Java-based system |
parameters according to current regulations and laws for controlling water quality. In addition, the system makes it possible to manage users and roles, meaning that it also defines a system administration module. As a consequence, VillasanteLaboratory meets C1 and C2. This legacy system has been in the production stage for four years, and it has had three major modifications with seven medium modifications in total. The version history (without minor modifications) was: 1.0; 1.1; 2.0; 2.1; 2.2; 3.0; 3.1; 3.2; 3.3; 3.4; 4.0. Thereby, the selected system also meets C3. From a technological point of view, VillasanteLaboratory is a traditional Web application and its architecture is separated into three layers: presentation, business and persistence. The technology used to develop the presentation layer was JSP (Java Server Pages), Java for the business layer and SQL Server together with JDBD-ODBC for the persistence layer. The total size of the legacy system is 28.8 KLOC. Criteria C4 and C5 are therefore satisfied with this system.

6.4. Case study procedure

After the case study design and the case selection, the case study was carried out. For this purpose, the case study procedure was established using the following steps:

1. A set of meetings between the chief information officer, other company staff and the researchers must be carried out. As a result of these meetings, the legacy source code is given under informed consent and a non-disclosure agreement is signed to protect its business information. The business expert needed to perform the manual post verification to evaluate the measures is also selected in this step.

2. The legacy system under study is implanted. The source code is deployed in a Web server, the database schema is built by means of the given database scripts, and the initial data is loaded.

3. Once the system is operative in the experimental environment, the set of JSP pages is systematically scanned in the Web explorer to generate the whole set of associated servlet classes. Thus, all legacy source code is Java code and can be analyzed using the proposed tool.

4. The different business process models are obtained from the legacy source code using the tool developed to support the proposed business process archeology method. Fig. 13 shows an example of one of the business process models obtained to manage the customer information in the company.

5. The preliminary business processes obtained from the model transformation are analyzed by business experts. Business experts mark which task elements in the obtained business processes have been correctly recovered and which have not. In addition, business experts identify the tasks that should have been recovered but were not recovered. Therefore, the business expert intervention is used to evaluate the Precision and Recall measures.

6. The key information related to the generation of business processes, as well as the business expert intervention, is collected using the proposed business process archeology method. Section 6.5 presents the data collection plan defined for the case study.

7. The data collected in the previous stages is analyzed to draw conclusions to answer the research questions. Section 6.6 shows the results obtained from this case study.

8. Finally, the case study is reported and feedback is obtained from the company.

6.5. Data collection

The data to be collected and the data sources must be defined before starting the execution of the business process archeology method. In this case study, using the previous assumptions, the following data was recorded for each analysis unit (each source code package):

- Number of source code files representing the L0 level within each source code package.
- Number of business process models obtained after the L2-to-L3 transformation. This transformation always builds a single model for each unit analysis.
- The total number of elements in the business process model, and especially, the total number of task elements, since this is the unit to evaluate the Precision and Recall measures.
- The transformation time in milliseconds are given by the tool and are also annotated to answer question AQ2.

Table 6 shows the data obtained for each source code package after the execution of the transformations. The table shows all

Fig. 13. An example of a BPMN model obtained in the case study.
Furthermore, the right side of Table 6 shows additional data about manual intervention in business process models. Firstly, an ID number is given to each analysis unit representing the identification of each preliminary business process model obtained after model transformation. Secondly, the action or actions carried out by business experts are annotated (see the set of manual operations in Table 3). The Join (J) actions detail the business process models that are merged between brackets and the Rename (RN) actions establish the new name between brackets. Moreover, the bottom part of Table 6 summarizes the information by means of the total, mean and standard deviation for each data column in Table 6.

Table 7 shows the final business process models obtained after manual intervention by the business experts. In addition, Table 7 shows data concerning the manual intervention by business experts for each specific business process model.

- Number of recovered tasks is the total number of tasks before manual intervention.
- Number of recovered relevant tasks is the number of tasks that the business experts mark as correct due to the fact that those

the data defined in the data collection plan. Furthermore, the right side of Table 6 shows additional data about manual intervention in business process models. Firstly, an ID number is given to each analysis unit representing the identification of each preliminary business process model obtained after model transformation. Secondly, the action or actions carried out by business experts are annotated (see the set of manual operations in Table 3). The Join (J) actions detail the business process models that are merged between brackets and the Rename (RN) actions establish the new name between brackets. Moreover, the bottom part of Table 6 summarizes the information by means of the total, mean and standard deviation for each data column in Table 6.

Table 7 shows the final business process models obtained after manual intervention by the business experts. In addition, Table 7 shows data concerning the manual intervention by business experts for each specific business process model.

- Number of recovered tasks is the total number of tasks before manual intervention.
- Number of recovered relevant tasks is the number of tasks that the business experts mark as correct due to the fact that those

### Table 6
Data collected in the case study.

<table>
<thead>
<tr>
<th>Package</th>
<th>Source code files</th>
<th>BPMN models</th>
<th>Elements</th>
<th>Tasks Transf. time (ms)</th>
<th>Preliminary BP M</th>
<th>Manual intervention in business process models</th>
</tr>
</thead>
<tbody>
<tr>
<td>src</td>
<td>2</td>
<td>1</td>
<td>44</td>
<td>8</td>
<td>646</td>
<td>1</td>
</tr>
<tr>
<td>security.manager</td>
<td>2</td>
<td>1</td>
<td>24</td>
<td>3</td>
<td>222</td>
<td>2</td>
</tr>
<tr>
<td>security.utils</td>
<td>3</td>
<td>1</td>
<td>12</td>
<td>2</td>
<td>153</td>
<td>3</td>
</tr>
<tr>
<td>dao</td>
<td>40</td>
<td>1</td>
<td>370</td>
<td>191</td>
<td>1243</td>
<td>4</td>
</tr>
<tr>
<td>manager</td>
<td>36</td>
<td>1</td>
<td>195</td>
<td>204</td>
<td>791</td>
<td>5</td>
</tr>
<tr>
<td>model</td>
<td>21</td>
<td>1</td>
<td>46</td>
<td>42</td>
<td>471</td>
<td>6</td>
</tr>
<tr>
<td>web</td>
<td>2</td>
<td>1</td>
<td>18</td>
<td>3</td>
<td>159</td>
<td>7</td>
</tr>
<tr>
<td>web.analysis</td>
<td>23</td>
<td>1</td>
<td>419</td>
<td>80</td>
<td>3974</td>
<td>8</td>
</tr>
<tr>
<td>web.calibrations</td>
<td>11</td>
<td>1</td>
<td>177</td>
<td>39</td>
<td>1184</td>
<td>9</td>
</tr>
<tr>
<td>web.customer</td>
<td>10</td>
<td>1</td>
<td>200</td>
<td>49</td>
<td>569</td>
<td>10</td>
</tr>
<tr>
<td>web.dilution</td>
<td>10</td>
<td>1</td>
<td>196</td>
<td>39</td>
<td>1123</td>
<td>11</td>
</tr>
<tr>
<td>web.bill</td>
<td>12</td>
<td>1</td>
<td>156</td>
<td>39</td>
<td>532</td>
<td>12</td>
</tr>
<tr>
<td>web.rol</td>
<td>6</td>
<td>1</td>
<td>27</td>
<td>7</td>
<td>165</td>
<td>13</td>
</tr>
<tr>
<td>web.user</td>
<td>8</td>
<td>1</td>
<td>61</td>
<td>15</td>
<td>213</td>
<td>14</td>
</tr>
<tr>
<td>web.area</td>
<td>12</td>
<td>1</td>
<td>153</td>
<td>36</td>
<td>2907</td>
<td>15</td>
</tr>
<tr>
<td>exceptions</td>
<td>1</td>
<td>1</td>
<td>9</td>
<td>1</td>
<td>192</td>
<td>16</td>
</tr>
<tr>
<td>hibernate</td>
<td>3</td>
<td>1</td>
<td>19</td>
<td>8</td>
<td>168</td>
<td>17</td>
</tr>
<tr>
<td>listeners</td>
<td>1</td>
<td>1</td>
<td>25</td>
<td>5</td>
<td>174</td>
<td>18</td>
</tr>
<tr>
<td>messages</td>
<td>1</td>
<td>1</td>
<td>5</td>
<td>0</td>
<td>188</td>
<td>19</td>
</tr>
<tr>
<td>pdf</td>
<td>1</td>
<td>1</td>
<td>25</td>
<td>4</td>
<td>152</td>
<td>20</td>
</tr>
<tr>
<td>validator</td>
<td>3</td>
<td>1</td>
<td>167</td>
<td>64</td>
<td>1191</td>
<td>21</td>
</tr>
<tr>
<td>views</td>
<td>2</td>
<td>1</td>
<td>13</td>
<td>3</td>
<td>144</td>
<td>22</td>
</tr>
<tr>
<td>xml</td>
<td>1</td>
<td>1</td>
<td>256</td>
<td>10</td>
<td>4297</td>
<td>23</td>
</tr>
<tr>
<td>servlet</td>
<td>4</td>
<td>1</td>
<td>245</td>
<td>35</td>
<td>9966</td>
<td>24</td>
</tr>
<tr>
<td>servlet.analysis</td>
<td>4</td>
<td>1</td>
<td>2957</td>
<td>399</td>
<td>54876</td>
<td>25</td>
</tr>
<tr>
<td>servlet.calibration</td>
<td>4</td>
<td>1</td>
<td>170</td>
<td>35</td>
<td>5188</td>
<td>26</td>
</tr>
<tr>
<td>servlet.customer</td>
<td>2</td>
<td>1</td>
<td>745</td>
<td>107</td>
<td>29251</td>
<td>27</td>
</tr>
<tr>
<td>servlet.generic</td>
<td>1</td>
<td>1</td>
<td>41</td>
<td>8</td>
<td>275</td>
<td>28</td>
</tr>
<tr>
<td>servlet.tag</td>
<td>1</td>
<td>1</td>
<td>132</td>
<td>28</td>
<td>451</td>
<td>29</td>
</tr>
<tr>
<td>servlet.user</td>
<td>2</td>
<td>1</td>
<td>404</td>
<td>65</td>
<td>5313</td>
<td>30</td>
</tr>
<tr>
<td>servlet.sitemesh</td>
<td>4</td>
<td>1</td>
<td>351</td>
<td>52</td>
<td>3766</td>
<td>31</td>
</tr>
<tr>
<td>servlet.area</td>
<td>2</td>
<td>1</td>
<td>565</td>
<td>76</td>
<td>15804</td>
<td>32</td>
</tr>
<tr>
<td>Mean</td>
<td>7.31</td>
<td>1.00</td>
<td>527.09</td>
<td>51.78</td>
<td>4554.63</td>
<td>R. Pérez-Castillo et al. / Information and Software Technology 53 (2011) 1023–1044 1039</td>
</tr>
<tr>
<td>Std. deviation</td>
<td>9.81</td>
<td>0.00</td>
<td>523.95</td>
<td>80.33</td>
<td>10884.16</td>
<td>R. Pérez-Castillo et al. / Information and Software Technology 53 (2011) 1023–1044 1039</td>
</tr>
</tbody>
</table>

### Table 7
Data from final business process models.

<table>
<thead>
<tr>
<th>Business process model name</th>
<th># Recovered tasks (RcT)</th>
<th># Recovered relevant tasks (RcRvT)</th>
<th># Recovered non-relevant tasks (RcNRvT)</th>
<th># Non-recovered relevant tasks (RcNRvT)</th>
<th>Precision (RcRvT/RcRvT + RcNRvT)</th>
<th>Recall (RcRvT/RcRvT + NRcRvT)</th>
<th>F-measure (harmonic mean)</th>
<th># Elements</th>
<th>Transf. time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Security management</td>
<td>69</td>
<td>30</td>
<td>39</td>
<td>4</td>
<td>0.435</td>
<td>0.882</td>
<td>0.583</td>
<td>203</td>
<td>1566</td>
</tr>
<tr>
<td>Administration</td>
<td>25</td>
<td>26</td>
<td>19</td>
<td>7</td>
<td>0.578</td>
<td>0.788</td>
<td>0.667</td>
<td>64</td>
<td>630</td>
</tr>
<tr>
<td>Chemical analysis management</td>
<td>80</td>
<td>51</td>
<td>29</td>
<td>5</td>
<td>0.638</td>
<td>0.911</td>
<td>0.75</td>
<td>419</td>
<td>3974</td>
</tr>
<tr>
<td>Chemical calibration management</td>
<td>39</td>
<td>28</td>
<td>11</td>
<td>6</td>
<td>0.718</td>
<td>0.824</td>
<td>0.767</td>
<td>177</td>
<td>1184</td>
</tr>
<tr>
<td>User management</td>
<td>64</td>
<td>16</td>
<td>48</td>
<td>3</td>
<td>0.850</td>
<td>0.842</td>
<td>0.861</td>
<td>261</td>
<td>782</td>
</tr>
<tr>
<td>Chemical dilution management</td>
<td>39</td>
<td>16</td>
<td>23</td>
<td>3</td>
<td>0.910</td>
<td>0.907</td>
<td>0.908</td>
<td>196</td>
<td>1123</td>
</tr>
<tr>
<td>Reporting</td>
<td>53</td>
<td>38</td>
<td>15</td>
<td>6</td>
<td>0.717</td>
<td>0.864</td>
<td>0.804</td>
<td>437</td>
<td>4981</td>
</tr>
<tr>
<td>District management</td>
<td>36</td>
<td>18</td>
<td>18</td>
<td>2</td>
<td>0.700</td>
<td>0.740</td>
<td>0.72</td>
<td>153</td>
<td>2907</td>
</tr>
<tr>
<td>Total</td>
<td>425</td>
<td>223</td>
<td>202</td>
<td>41</td>
<td>0.425</td>
<td>0.667</td>
<td>0.586</td>
<td>1910</td>
<td>17147</td>
</tr>
<tr>
<td>Mean</td>
<td>53.13</td>
<td>27.88</td>
<td>25.25</td>
<td>5.13</td>
<td>0.531</td>
<td>0.835</td>
<td>0.636</td>
<td>238.75</td>
<td>2143.38</td>
</tr>
<tr>
<td>Std. deviation</td>
<td>16.26</td>
<td>12.10</td>
<td>12.68</td>
<td>2.03</td>
<td>0.163</td>
<td>0.079</td>
<td>0.139</td>
<td>129.34</td>
<td>1622.39</td>
</tr>
</tbody>
</table>
tasks faithfully represent one of the organization's business activities.

• Number of recovered non-relevant tasks is the difference between the total tasks and recovered relevant tasks. These tasks are removed from the business process because they do not represent one of the organization's business activities.

• Number of non-recovered relevant tasks represents the tasks added to a business process by the business experts to complete the organization's business operations.

Moreover, Table 7 shows the Precision and Recall values for each final business process after manual intervention by business experts, as well as the harmonic mean between them. These measures are calculated with the previous data in this table. Finally, Table 7 also presents the total number of business elements in each final business process as well as the total transformation time in milliseconds, which are derived from data collected in Table 6.

6.6. Analysis and interpretation

After the data has been collected by executing the proposed method with the VillasanteLaboratory system, this data is analyzed in order to draw conclusions. The analysis should obtain the chains of evidence that show inferences traceable from the data to research questions in order to answer them. It should also be borne in mind that the alternative perspectives and explanations must be considered.

To respond to question AQ1, Fig. 14 shows the box chart for the Precision and Recall measures. The chart shows the mean values of the density distributions for the set of final business processes. The mean of the distribution of the Precision measure (0.531) is lower than the mean of the Recall measure (0.835). In addition, the central values of the Recall distribution are more concentrated around the mean than the central values of the Precision measure, i.e., the standard deviation of the Recall distribution is lower than for Precision.

The obtained result shows a higher Recall value, which means that the business archeology method recovered a higher number of relevant business elements, i.e., the proposed method recovers most of the tasks of the current business processes. However, that average value contrasts with the low Precision average value, which means that the number of non-relevant tasks is very high with regards to the recovered tasks. From the point of view of the business expert intervention, the results indicate that the business process archeology method obtains large business processes that should not be increased with many relevant tasks, that the process should be reduced by removing several non-relevant tasks.

Most of the recovered non-relevant tasks are obtained almost directly from the source code and they are related to the technical nature, but they do not represent any piece of business knowledge. For instance, the obtained business process depicted in Fig. 13 has several non-relevant tasks such as initBinder, doPrepareView, add-Object, etc., which are related to the solution domain of the system, but not to the problem domain. Unfortunately, the proposed set of patterns cannot know the different nature of each part of the source code when they are applied. Thus, this kind of non-relevant task is the main reason for the lower value of the Precision measure.

Despite the obtained result, this is common, since there is an inverse relationship between Precision and Recall measures [8]. Fig. 15 represents the inverse relationship between both measures, and shows the obtained results (high recall, but low precision). Ideally, the Precision value should be always 1.0 for any Recall value, but this is not possible in practice (see Fig. 15). Thus, due to the relationship between both measures has an inverse nature, it is possible to increase one only at the cost of reducing the other. Indeed, the proposed method could increase its Precision value by recovering fewer tasks since the precision measure has the total number of recovered task in the denominator (see Section 6.2). To maintain the higher Recall value, the reduction should only focus on non-relevant tasks to achieve a higher Precision while Recall is as higher as possible. It is however a hard task and some relevant tasks will probably be also discarded. As a result, while Recall has been reduced a little bit, Precision has been increased much more regarding the reduction of Recall. This hypothetical result would be more desirable than the obtained result, since the Precision and Recall values would be more balanced.

Since there is an inverse relationship between the Precision and Recall measures, these measures are usually not evaluated in an isolated manner. Rather, the measures are combined into a single measure known as $F$-measure [24], which consists of a weighted harmonic mean of both measures (see following equation).

$$F_{\text{Measure}} = \frac{2 \times \text{Precision} \times \text{Recall}}{\text{Precision} + \text{Recall}}$$

Fig. 15. Relationship between precision and recall measures and obtained results.
Table 7 also shows the values for the F-Measure, and Fig. 16 shows these values graphically with regard to the Precision and Recall values for each final business process. The F-measure has a mean of 0.636 and a standard deviation of 0.139. Indeed, the line of the F-Measure values (see Fig. 16) is clearly plotted at the top of the chart except for one business process: 5-User Management. The value obtained in this process can be considered an outlier value, which is derived from another outlier value of the Precision distribution (see Table 7).

The obtained results are additionally compared with reference values from other experiences with model recovery in literature, such as those of [12,27,53]. We found reports of Precision and Recall values close to 50%, and these were our benchmark values. The average values obtained for our measures (Precision = 53%, Recall = 83% and $F_1$-measure = 64%) were therefore clearly above 50%, the reference value, and thus the results are adequate.

Therefore, question AQ1 can be answered positively, i.e., the proposed business process archeology method makes it possible to recover business processes from legacy information systems with adequate levels of accuracy. Nevertheless, the obtained F-Measure value is not the best value, since it could be improved by obtaining more balanced Precision and Recall values.

Additionally, the transformation time was analyzed to answer question AQ2. After applying the proposed recovery process, 32 preliminary business process models were obtained with an average size of 257.1 elements (or 51.8 tasks) per business process diagram (see Table 6). The total time was 145.7 s (approximately 2.5 min), making the processing rate equal to 1.76 elements.
per second. Thus, the time spent on processing each task was 2.81 s.

The average time for each final business process model was 2.1 s (see Table 7). This time is calculated by scoring only the time value of relevant processes preliminarily recovered. However, the average time is 18.2 s if the total transformation time is considered, i.e., taking into account the time spent on recovering the non-relevant business processes as well.

The obtained result for the transformation time seems feasible for the proposed business process archeology method. Nevertheless, another derived question must be answered: is the proposed method usable for large legacy systems? In order to answer this question, Fig. 17 shows the size/time scatter chart, which reports a linear relationship between the model size and the time spent on model transformations. Since the interpolated size/time relationship is not exponential, the increase in time for large systems would be controllable.

Therefore, question AQ2 can also be answered positively. In conclusion, the proposed recovery process makes it possible to obtain accurate business process models, which are also obtained efficiently. Thus, the main research question MQ is finally assessed positively.

6.7. Validity evaluation

The validity of the case study denotes the reliability of the obtained results and indicates whether the results are true and not biased for the population, i.e., the results have an adequate validity if they are valid for the whole potential population. In this study, the population is legacy information systems.

This section shows the threats to the validity of this case study. According to [52] there are mainly three types of validity (three threat categories): internal, construct and external validity.

6.7.1. Internal validity

There is no large population that makes it possible to obtain statistically representative results. However, a clear trend for the proposed measures was identifiable in this case study. In the future, we hope to contrast the result of this case with the results obtained for the same study of other legacy information systems by means of meta-analysis.

Moreover, there are two determining factors in obtaining the results presented here. On the one hand, the tool developed to support the proposed method, and used to obtain the business processes, is a factor to be taken into account when measuring the time spent on model transformations. The results could be different if the business processes are obtained with the implementation of another tool. And on the other hand, the results for the Precision and Recall measures could be also biased, due to manual intervention by business experts, since they provide their subjective opinion about the obtained business processes.

6.7.2. Construct validity

The measures in the case study were adequate to measure the variables and answer the research questions appropriately. The Precision and Recall measures were reused from the information retrieval field, where these metrics have an adequate maturity level. In addition, these measures allow us to check whether the obtained business processes faithfully represent (or not) the organization’s business operations. Moreover, the time and size measures allow us to answer the research question about the scalability of the proposed business process archeology method.

6.7.3. External validity

External validity concerns the generalization of the results. In this case study, the obtained results could be generalized to legacy information systems. However, the specific platform of the selected case could be a potentially important threat. Thus, a pessimistic approach would say that the results can only be extended to legacy information systems based on Java language. In the future, we hope to replicate this study considering legacy systems based on other platforms or languages in order to compare the obtained results.

Furthermore, another important challenge is the generalization of the study’s results to MARBLE. Unfortunately, it is not possible currently, since the study should be replicated several times with different business process archeology methods framed in the generic framework using different reverse engineering techniques (e.g. dynamic analysis, program slicing, etc.); different software artifacts as knowledge sources (e.g. database, user interfaces, event logs, etc.); and the combination of them. However, the result generalization to MARBLE is not so important like the future validations for each specific methods framed in MARBLE, since it is a generic and extensible framework that may be specialized in a vast number of configurations.

7. Conclusions and future work

This paper defines a business process archeology method framed in MARBLE, a generic framework to rebuild business processes underlying legacy information systems. The proposed method makes it possible to recover business knowledge from legacy information systems in order to preserve it, which can be used to modernize and maintain the legacy systems as well as to preserve the alignment between an organization’s business logic and information system. Therefore, business process archeology facilitates the evolutionary maintenance of legacy systems and helps maintainers to deal with the negative effects of software ageing problems.

MARBLE, the business process recovery framework shown in this paper, is an ADM-based framework that carries out reverse engineering processes in order to progressively build business process models through four abstraction levels until it obtains business process models. Therefore, the three transformations of our proposed method are established between those levels:

- Firstly, the software artifacts of the legacy system are transformed into PSM models by statically analyzing the legacy source code.
- Secondly, the PSM models are integrated into a KDM model (PIM model) through a model transformation implemented using QVT.
- Finally, the business process models are obtained from the KDM model by means of model transformations based on pattern matching; additionally, business experts may assist at the end of this step.

Other frameworks in the literature deal with the challenge of business process archeology. However, the method proposed in this paper has three advantages over other proposals, because it is based on ADM and uses the KDM standard: (i) it automates the recovery process, leading to a reduction in maintenance costs and the extension of the legacy system lifespan; (ii) the business knowledge is managed in an integrated and standardized way through KDM; and finally (iii) the feature location is improved, which is essential for facilitating maintenance activity.

Moreover, the proposed method provides a valuable advantage regarding other alternatives like business process redesign by business experts from scratch. Our proposal allows business experts to have a better understanding about the business processes of the organization that can be refined and improved by them. Business
process redesign from scratch is slow and expensive, but in addi-
tion this solution might ignore the valuable business knowledge
embedded in legacy information systems as a consequence of
uncontrolled maintenance over time.

The proposed business process archeology method is also aided
by a tool based on the Eclipse framework. This tool makes it possi-
ble to carry out all the stages of the proposed method including
modifications of the preliminary business process models by busi-
ness experts.

The proposed business process archeology method has been validated by means of a case study concerning a real-life legacy
system. This case study was conducted following the case study
methodology proposed by Brereton et al. The use of this methodol-
ogy made the case study more rigorous, and thus increased its
validity and made it easily replicable in the future. The main con-
duction drawn from the case study is that the proposed method
makes it possible (through the developed tool) to obtain semi-
automatically business processes with an adequate level of accu-
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