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Metrics for UML Models

Marcela Genero, Mario Piattini-Velthuis, José-Antonio Cruz-Lemus, and Luis Reynoso 

Due to the important role played by models obtained in the early stages of the development of Object-
Oriented (OO) systems, special attention has been paid to the quality of such models in recent years. While
it is commonly believed that UML (Unified Modeling Language) is an aid to building better quality software
systems, we need to have quantitative and objective measurement instruments to gather empirical evidence
of this. The idea that the use of metrics for UML models can help designers make better decisions is also
gaining importance in the field of software measurement, which has led to an increasing demand for metrics
for UML models in recent years. The main aim of this paper is, therefore, to present a broad overview of the
most relevant proposals related to metrics for UML models at a conceptual level, to give researchers and
practitioners a broader insight into the work already done and still to be carried out in the field of UML
model quality. This paper will hopefully also give researchers a more comprehensive view of the direction
OO measurement is taking.    

Keywords: Characteristics, Conceptual Models, Empirical
Validation, Model Quality, Object-Oriented Metrics, UML
Models, Theoretical Validation.

Introduction
In recent years, software developers have paid special

attention to guaranteeing the quality characteristics of Object-
Oriented (OO) systems from the first stages of their lifecycle,

with a special focus on the quality of conceptual models.
Although the conceptual modelling phase represents only a
small part of the overall OO system development effort, its
impact on the system finally implemented is probably greater
than that of any other phase. 

Recently, paradigms such as Model-Driven Development [1]
and Model-Driven Architecture [27] consider conceptual

1
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models as the backbone of OO system development and stress
the importance of building ‘good’ conceptual models. 

While the appearance of UML as a modelling language has
been a quantum leap for building higher quality models, the
truth of the matter is that a modelling language can only give us
syntax and semantics to work with, but cannot tell us whether
or not a ‘good’ model has been produced. Naturally, even when
a language is mastered there is no guarantee that the models
produced with it will be good. It is rather like writing a story in
a natural language: the language is merely a tool that the author
has to master. It is still up to the author to write a good story.

Quality in conceptual modelling has traditionally been a
poorly understood area. In practice, the evaluation of the qual-
ity of conceptual models is performed in an ad hoc manner, if
at all. There are no generally accepted guidelines for evaluating
the quality of conceptual models, and little agreement, even
among experts, as to what makes a model ‘good’. As a result,
the quality of conceptual models produced in practice is almost
entirely dependent on the competence of the modeller.

Expert modellers know intuitively what makes a data model
good, but this knowledge can generally be acquired only
through experience. However, for conceptual modelling to
progress from a ‘craft’ to an engineering discipline, the desira-
ble qualities of conceptual models need to be made explicit. 

Some interesting frameworks have been proposed [21] [19]
[26] [31]. While these frameworks have contributed to a better
understanding of the concept of quality in conceptual model-
ling, they lack the quantitative and objective measures required
to reduce the level of subjectivity and bias in the quality evalu-
ation process.

It is widely recognised that, in practice, quality criteria are
not in themselves enough to ensure quality, because people will
generally interpret the same concept in different ways. Accord-
ing to TQM (Total Quality Management) literature, measurable
criteria for assessing quality is necessary to avoid “style argu-
ments”. This is where software measurement plays an impor-
tant role. A metric is a way of measuring a quality factor in a
consistent and objective manner. It is therefore essential to have
metrics which allow us to evaluate the characteristics that
ensure the quality of conceptual models (in our case, metrics
for UML models) and thereby help us to develop good quality
OO systems by eliminating incorrect design attributes and
reducing unnecessary complexity from the first stages of the
development cycle, leading to a major reduction in extra work
during and after implementation.

We should also bear in mind that in many cases UML models
need to be complemented with OCL (Object Constraint Lan-
guage) specifications which allow certain constraints to be
defined that cannot be expressed by diagrammatic notation
alone. 

The main aim of this paper is to present an overview of
current literature on metrics applicable to the measurement of
quality attributes for UML structural diagrams (class dia-
grams), UML behavioural diagrams (use case diagrams, state-
chart diagrams) and OCL expressions. 

A number of experts in software measurement put special
emphasis on certain issues that must be taken into account
when defining metrics for software, such as:
• Metrics must be defined with clear aims in mind.
• Metrics must be theoretically validated, by addressing the

question “is the metric actually measuring the attribute it is
supposed to be measuring?”.

• Metrics must be empirically validated, by addressing the
question “is the metric of practical use?” (in the sense that
it is related to other external quality attributes as intended.)

• The calculation of the metrics must be easy and should
ideally be automated by means of a tool.

We will consider these suggestions when presenting each of
our proposals. 

The rest of the paper is organised as follows: Sections 2 to 4
outline our different proposals for UML diagram metrics (use
cases diagrams, class diagrams and statechart diagrams,
respectively). Metrics for OCL expressions are presented in
Section 5. The final section presents some concluding remarks
and briefly describes future and emerging trends in the field of
metrics for UML models. 

Metrics for UML Use Case Diagrams
UML actually only focuses on the diagrammatic notation

of use cases. As several authors have remarked, use case
diagrams must be understood as nothing more than a table of
contents of use cases, not as an alternative to their textual spec-
ification. In use case diagrams, only the name of the use case,
the participating actors and some use case relationships are
shown. The essence of use cases, i.e. their sequence of
actor–system interactions, can in no way be derived from use
case diagrams. It is therefore necessary to complement use case
diagrams with use case textual specification. 

There are a number of proposals for specific metrics for use
case diagrams, such as [23] and [30]. There are also some
others which are specifically used for use cases, among others
[14] [18] [4]. A thorough study of metrics for use cases can be
found in [15].

Our aim here is to describe existing metrics for use case
diagrams, so we will go on to outline the metrics put forward
by Marchesi [23] and Saeki [30].

Marchesi [23] proposed a set of metrics to measure use case
diagram complexity. He stated that the number of use cases
(NCU), the number of actors (Na) and the number of include
and extend relationships are good indicators of system com-
plexity. 

In [30] a set of metrics for use cases diagrams are defined to
obtain an indicator of modifiability. The basic idea behind the
defined metrics is that if a use case needs to be changed, other
use cases will probably also need to be changed: i.e. those that
have a relationship with the originally changed use case. In
short, include and extend relationships and control and data
dependency relationships are considered. Intuition suggests
that the more relationships there are in the model, the more
difficult it will be to make any change.

The type of use case is another factor that has an influence on
the modifiability of use cases. In simple terms, if a use case has

2
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several goals (or types according to Saeki), it is more suscepti-
ble to change than if it only has one goal. In order to evaluate
modifiability, the defined metrics are NOD (Number of
Dependencies) and NUCT (Number of Use Case Types). What
the author achieved was to define an indicator (0 ≤ MODIFIA-
BILITY ≤ 1) that would show the degree of modifiability of a
use case model.

To our knowledge there is no evidence of any theoretical or
empirical validation of these two proposals. Neither is there
any automated support for the metrics calculation. 

Metrics for UML Class Diagrams
The main purpose of this section is to present a summary

of the most important proposals for metrics1 currently applica-
ble to UML class diagrams at a conceptual level, with an anal-
ysis of their strengths and weaknesses. Most of the metric
proposals we consider (listed below, identified by their
author(s)) were not originally defined to measure UML class
diagrams, though they can be adapted for this purpose:
• Chidamber and Kemerer [12]. These metrics, also called CK

metrics, were defined at class level and their purpose is to
measure design complexity in relation to their impact on
external quality attributes such as maintainability, reusabili-
ty, etc. This proposal is one of the most widely known and
used. Only three of the six CK metrics are available for a
UML class diagram at conceptual level (see Table 1.)

• Li and Henry [20]. These metrics measure different internal
attributes such as coupling, complexity and size, and were

successfully used to predict maintenance effort. They were
defined at class level. 

• Brito e Abreu and Carapuça [8]. They were defined to meas-
ure the use of OO design mechanisms such as inheritance,
information hiding, coupling and polymorphism and the
consequent relationship with software quality and develop-
ment productivity. They can be applied at class diagram
level.

• Lorenz and Kidd [22]. They were defined at class level to
measure the static characteristics of software design, such as
the use of inheritance, the number of responsibilities in a
class, etc.

• Briand et al. [5]. These metrics were defined at class level
and are counts of interactions between classes. Their pur-
pose is to measure coupling between classes.

• Marchesi [23]. The aim of these metrics is to measure
system complexity, the balance of responsibility between
packages and classes, and cohesion and coupling between
system entities.

• Harrison et al. [17]. They proposed the Number of Associa-
tions per Class metric as an inter-class coupling metric.

• Genero et al. [15] [16]. They defined a set of metrics for
structural complexity of UML class diagrams due to the use
of UML relationships, such as: associations, generaliza-
tions, dependencies and aggregations (see Table 2). The
authors suppose these metrics to be good indicators of UML
class diagram maintainability characteristics. 

• Bansiya et al. [2] [3]. These metrics were defined at class
level for assessing design properties such as encapsulation,
coupling, cohesion, composition and inheritance.

Table 3 shows whether there are published studies relating to
the theoretical and empirical validation of the abovementioned

1. Given the huge number of metrics that can be applied to UML
class diagrams at a conceptual level it is impossible to list all of
them here, so we have included only a sample of them. Further
details regarding definition and validity can be found in the origi-
nal papers.

3

Metric name Definition

WMC The Weighted Methods per Class metric is defined as 
follows:

 

Where c1, ..., cn is the complexity of the methods of a 
class with methods M1, ...,Mn.

If all method complexities are considered as unity, WMC 
= n, the number of methods.

DIT The Depth of Inheritance of a class is the DIT metric for 
a class. In cases involving multiple inheritance, the DIT 
will be the maximum length from the node to the root of 

the tree. 

NOC The Number of Children is the number of immediate 
subclasses subordinated to a class in the class 

hierarchy.

WMC Ci
i 1=

n

∑=

Table 1: CK Metrics [12].

Metric name Metric definition

Nassoc The total number of associations. 

Nagg The total number of aggregation relationships within a 
class diagram (each whole-part pair in an aggregation 

relationship).

Ndep The total number of dependency relationships.

Ngen The total number of generalisation relationships within 
a class diagram (each parent-child pair in a 

generalisation relationship).

NaggH The total number of aggregation hierarchies (whole-
part structures) within a class diagram.

NgenH The total number of generalisation hierarchies within a 
class diagram.

MaxDIT The maximum DIT (Depth of Inheritance Tree) value 
obtained for each class of the class diagram. The DIT 
value for a class within a generalisation hierarchy is the 
longest path from the class to the root of the hierarchy.

MaxHAgg The maximum HAgg value obtained for each class of 
the class diagram. The HAgg value for a class within 
an aggregation hierarchy is the longest path from the 

class to the leaves.

Table 2:  Metrics for Measuring the Structural Complexity of 
UML Class Diagrams.
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proposals for metrics. The last column indicates if any auto-
matic calculation tool is included.

Metrics for UML Statechart Diagrams
Metrics for UML statechart diagrams are scant. Derr [13]

defined the number of states and the number of transitions as
metrics to measure the complexity of OMT (Object Modelling
Technique) statechart diagrams (although they can also be
applied to UML.)

Carbone and Santucci [11] have proposed two metrics:
totSta(c) (total number of states for a class), and totAction(c)
(total number of actions for a class). These and other metrics
are used for class diagrams, use case diagrams, etc. in order to
determine the total complexity of an OO system.

However neither Carbone and Santucci’s nor Derr’s propos-
als have gone beyond mere definition.

The work of Miranda et al. [25] is perhaps the most
complete. Based on the hypothesis that the size and structural
complexity of UML statechart diagrams may influence their
understandability (and therefore their maintainability), they
defined a set of metrics for the structural complexity and size
of UML statechart diagrams. 

As size metrics they defined:
• NEntryA. The total number of entry actions, i.e. the actions

performed each time a state is entered
• NExitA. The total number of exit actions, i.e. the actions

performed each time a state is left.
• NA. The total number of activities (do/activity).
• NSS. The total number of states also considering the simple

states within the composites states
• NCS. The total number of composite states
• NE. The total number of events.
• NG. The total number of guard conditions.

As structural complexity metrics they defined:
• NT (Number of Transitions). Counts the total number of

transitions, considering common transitions (in which

source and target states are different), and final transitions,
self-transitions (in which source and target states are the
same) and internal transitions (transitions within a state
responding to an event but without leaving the state).

• CC (McCabe’s Cyclomatic Complexity) [24]2. Defined as
|NSS-NT|+2

The proposed metrics were theoretically validated following
the framework proposed by Briand et al., concluding that NA,
NSS, NCS, NE, NEntryA, NExitA and NG are size metrics,
and NT and CC are complexity metrics. The use of DISTANCE
framework [28] also ensures that metrics can be used as ratio
scale measurement instruments.

Their hypothesis was to some extent empirically corroborat-
ed by a controlled experiment and its replication. As a result of
all this experimental work, we can conclude that metrics NA,
NSS, NG and NT seem to be highly correlated with the under-
standability of UML statechart diagrams. Nevertheless, these
findings must be considered as preliminary.

Metrics for OCL Expressions
The only proposal of metrics for OCL expressions is the

one put forward by Reynoso et al. [29], who hypothesized that
OCL expression structural properties have an impact on the
cognitive complexity of modellers, due to the fact that when
developers try to understand an OCL expression (considered in
our study as a single mental abstraction: a chunk) they apply
cognitive techniques, such as ‘chunking’ and ‘tracing’. These
techniques are concurrently and synergistically applied in
problem solving and are part of the Cognitive Complexity
Model (CMM model) defined by Cant et al. [9] [10], which
gives a general cognitive theory of software complexity that

4

2. Although McCabe’s Cyclomatic Complexity was originally defi-
ned to calculate single module complexity and entire system com-
plexity, we have adapted it to measure the structural complexity
of UML statechart diagrams.

5

SOURCE

 VALIDATION

TOOLEMPIRICAL THEORETICAL

Experiments Case Studies Property-Based 
Approaches

Measurement Theory 
Based- Approaches

Chidamber and 
Kemerer [12] YES YES YES YES YES

Li and Henry [20]  YES   YES

Brito e Abreu and 
Carapuça [8]  YES  YES YES

Lorenz and Kidd [22]  YES   YES

Briand et al. [5]  YES YES  YES

Marchesi [23]  YES   YES

Harrison et al. [17]  YES    

Bansiya et al. [2] [3]  YES   YES 

Genero et al. [15] [16] YES  YES YES YES

Table 3: Summary of Proposals for UML Class Diagram Metrics.
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elaborates on the impact of structure on understandability.
‘Chunking’ involves the recognition of a set of declaration and
extraction information, which is remembered as a chunk,
whereas ‘tracing’ involves scanning, either forward or back-
wards, in order to identify relevant ‘chunks’. ‘Tracing’ has
been observed as a fundamental activity in software compre-
hension. For this reason, they have defined metrics related to
these cognitive techniques, grouping them into three major
groups of OCL concepts (see Table 4.)

Although OCL expressions can be added to any UML
diagram, [29] have begun by defining metrics for OCL expres-
sions that can be used in a UML class diagram.

Examples of metrics related to ‘tracing’ are (among others): 
• Number of Navigated Relationships (NNR). This metric

counts the total number of relationships navigated in an
expression. If a relationship is navigated twice, for example
using different properties of a class or interface, this rela-
tionship is counted only once. Whenever an association
class is navigated we will consider the association to which
the association class is attached.

• Number of Attributes referred through Navigations (NAN).
This metric counts the total number of attributes referred
through navigations in an expression. 

• Number of Navigated Classes (NNC). This metric counts
the total number of classes, association classes or interfaces
to which an expression navigates. If a class contains a reflex-
ive relation and an expression navigates it, the class will be
considered only once in the metric. Also, as a class may be
reachable from a starting class/interface by different forms
of navigations (i.e. following different relationships), we
must consider this situation as a special case: if a class is
used in two (or more) different navigations the class is
counted only once. 

These metrics were also theoretically validated using the
framework of Briand et al. [6] [7]. For example, NNR, NNC
and NAN metrics are validated as interaction-based coupling
metrics. Intuition has it that metrics related to tracing could
have more influence on the understandability and modifiability
of OCL expressions. But this needs to be demonstrated by
empirical studies, and, as yet, there is no such no empirical
validation. Nevertheless, the authors are planning a controlled
experiment aimed at validating some of the proposed metrics as
indicators of the understandability and modifiability of OCL
expressions.

Conclusions
The main purpose of this paper is to provide a survey of

the most important work available on metrics for quality
attributes of UML diagrams and OCL expressions. It aims to
provide practitioners with an overall view of what has been
done in the field and what metrics are available to help them to
take decisions in the early phases of OO development. This
work should also help researchers obtain a more comprehen-
sive view of the direction that work in UML model measure-
ment is taking. Further details of some of the proposals present-
ed in this paper can be found either in the bibliographical
references where the metrics were originally proposed, or in
[15].

As this study shows, UML class diagrams have been the
subject of the most extensive research from the measurement
point of view. Metrics for UML use case diagrams, UML state-
chart diagrams and OCL expressions have been proposed and,
to a lesser extent, validated. Other UML models covering
dynamic aspects of OO systems, such as sequence diagrams,
activity diagrams, etc., have been largely ignored.

Although the number of metrics that have been proposed for
UML diagrams at conceptual level is low compared to the large
number defined for code or advanced design, we believe a shift
in effort is required, from defining new metrics to investigating
their properties and applications in replicated studies. We need
to have a better understanding of what metrics are really
capturing, whether they are really different, and whether they
are useful indicators of external quality attributes such as main-
tainability, productivity, etc. The need for new measurements
will then arise from, and be driven by, the results of such
studies.

In this area designers also ask for desirable values for each
measure. However, we must be aware that the hard part is to
associate the qualifications ‘good’ and ‘bad’ to numeric ranges.
This makes metrics all the more useful for OO system design-
ers, to help them make better decisions in their design tasks,
which is ultimately the most important goal of any worthwhile
measurement proposal.

As a final remark we would conclude by saying that clearly
the field of quality metrics for UML models needs to mature.
We believe that further empirical validation is necessary, in
particular by applying metrics to models obtained from real
projects, in order to build up a solid body of knowledge about
the usefulness of metrics in practical situations. 

6

Cognitive technique Common characteristics of each group of OCL concepts Samples of OCL concepts related to each group

Tracing OCL concepts which allow an expression to use properties 
belonging to other classes or interfaces, different from the 

type used in the contextual instance

Navigation and collection operation, Messaging, 
parameter whose types are Classifiers defined in the 

class diagram, etc.

Chunking Group 1 OCL facilities related to the language itself. Variables defined by let expressions, If conditional 
expressions, predefined iterator variables, literals, etc.

Chunking Group 2 OCL concepts related to the contextual instance and some of 
its properties.

Reference to attributes or operations of the contextual 
instance, values postfixed with @pre, variables defined 

through <<definition>> constraints, etc..

Table 4: OCL Concepts Grouped According to Their Cognitive Techniques.
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