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The evaluation of software processes is nowadays a very important issue due to the growing interest of software com-
panies in the improvement of the productivity and quality of delivered products. Software measurement plays a fundamen-
tal role here. Given the great diversity of entities which are candidates for measurement in the software process
improvement context (process models, projects, resources, products) this measurement must be performed in a consistent
and integrated way. This will facilitate the making of decisions in process improvement. In this paper, a proposal for the
integrated management of the software measurement is presented. The goal is to provide companies with a generic and
flexible environment for software measurement which facilitates and establishes the basis for a common and effective mea-
surement process and which is not restricted to only one kind of software entity or to a single quality or evaluation model.
In order to achieve this, the proposal adopts the Model Driven Engineering philosophy and provides: a metamodel for the
definition of software measurement models; a flexible method to measure any kind of software entity represented by its
corresponding metamodel and GenMETRIC, which is the software tool that supports the framework.
� 2007 Elsevier Inc. All rights reserved.
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O1. Introduction

Software measurement plays a fundamental role in Software Engineering [8]. Measurement can help to
address some critical issues in software development and maintenance by facilitating the making of decisions.
Software measurement provides a support for planning, monitoring, controlling and evaluating the software
process.
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It is, specifically, the evaluation of software processes that has become a very important issue recently, due
to the growing interest of software companies in the improvement of the productivity and quality of delivered
products. Moreover, the current competitive marketplace forces software organizations to improve their pro-
cesses on a continual basis. To achieve this, successful management is necessary [9], and this involves the def-
inition, measurement, control and improvement of the process.

Companies therefore require the carrying out of the software measurement process to be made in an effec-
tive and consistent way. The quantitative basis necessary for the identification of the areas which are candi-
dates for improvement can thus be established. This implies the need for a disciplined approach to
measurement and data analysis, if a software or systems engineering enterprise is to succeed [4].

In the context of software process measurement the following basic types of entities can be identified as
candidates:

• Software Process Models. These models constitute the starting point for the understanding and carrying out
of the software process through their enactment in concrete projects. Software process modelling has
become a highly acceptable solution for treating the inherent complexity of software processes, and a great
variety of modelling languages and formalities, known as ‘‘Process Modelling Languages’’ (PML), can be
found in the relevant literature. With a software process model (SPM) the different elements related to a
software process are represented precisely and without ambiguity.

• Software Projects. These are concrete enactments of software process models and their measurement is fun-
damental if we are to know how they perform, and are measured mainly through schedule and cost and
resource-related metrics.

• Software Products. As a result of carrying out software projects, different products may be obtained and
these are also candidates for measurement. The quality of the process has to be reflected in the products
obtained and that is why software products themselves must be measured.

The great diversity in the kinds of entities which are candidates for measurement in the context of the soft-
ware processes points to the importance of providing the means necessary to define measurement models in
companies in an integrated and consistent way. This involves providing companies with a suitable and con-
sistent reference for the definition of their software measurement models as well as the necessary technological
support to integrate the measurement of the different kinds of entities.

In addition, we are currently witnessing a new focus in the development and maintenance of software sys-
tems: Model Driven Engineering. The Model Driven Architecture (MDA) proposal [25] and its related stan-
dards, such as MOF (Meta Object Facility) [26], XML Metadata Interchange (XMI) [27] and Unified
Modeling Language (UML) [28], reinforce this new approach to specifying and building systems by giving
special attention to models and metamodels. Given the growing complexity of software systems, this new
approach seeks to isolate business logic from the implementation level by building platform-independent mod-
els in the context of a framework which organizes the necessary metamodels efficiently.

Software measurement integration can therefore be achieved by adopting the MDA approach. This
implies the definition of the measurement models in a homogeneous and consistent way by using a suitable
metamodel. It also involves the measurement of any software entity through the metamodel which defines
them.

In this paper, we present a proposal which supports the consistent and integrated measurement of soft-
ware. This is achieved by providing a generic measurement metamodel to represent the metadata related to
the measurement process along with a set of generic metrics defined within the metamodel scope. The pro-
posal is supported by GenMETRIC a tool for software measurement that is both generic and extensible.
The paper is organised as follows. Section 2 provides an overview of the related works and in Section 3
the conceptual architecture of the proposal to manage software measurement is described in the context
of MDA. Section 4 presents a measurement metamodel which manages the measurement process by means
of a suitable language for defining concrete software measurement models. In Section 5, the measurement
based on metamodels is illustrated with an example. Section 6 describes the GenMETRIC tool, developed
to support generic and extensible software measurement. Finally, conclusions and future work are outlined
in Section 7.
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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2. Related works

Before introducing improvement plans in companies, a quantitative basis for evaluating their software pro-
cesses should be established. This fact is evidenced by the central role that measurement has in the current
standards and models for process maturity and improvement such as CMMI [31], ISO 15504 [16] and the
ISO/IEC 90003 [17]. By measuring software processes we can control them and, as stated by these recognised
standards and models, we can improve the process maturity, which cannot be achieved without any measure-
ment support. From the methodological perspective, software measurement is supported by a wide variety of
proposals, with the Goal Question Metric (GQM) method [34], the Practical Software & Systems Measure-
ment (PSM) methodology [24] and the ISO 15539 [18] and IEEE 1061-1998 [15] standards deserving special
attention.

It is widely accepted that by using an automatic measurement tool to measure software processes and prod-
ucts, the measurement process can be improved by avoiding calculation errors thereby reducing effort in mea-
surement and providing some enhanced analysis tools [22]. Other important improvements are to avoid bias in
the measurement process (inaccurate or inflated data) which could be the result of human intervention. More-
over, the tool can store the results and allow people to automatically obtain reports and perform historical
comparisons to facilitate decision making processes.

The importance of software measurement support in organizations has led to the development of a great
diversity of tools. An exhaustive list of software measurement tools can be found in [7,35]. Most of the tools
are focused on measuring one kind of entity (concrete systems, paradigms, programming languages, etc.).
However, a wider support is required to integrate the measurement process in the context of organizations’
process improvement and there are not many tools which support the measurement process as a whole. With
regard to this issue we observe tools such as MMR [29] which is based on the CMMI model for the evaluation
of software processes. Others tools are based on measuring several kinds of entities by performing SQL queries
on repositories [23] [14,30], but this kind of user interface can decrease their usability for novice database
users.

Nevertheless, from our point of view many of these tools are restricted to specific domains, measurement
standards or evaluation and process quality models, which may reduce their generality and scope. Each tool
works according to its own philosophy, collects its own data and calculates specific measures. Currently, com-
panies have to measure highly heterogeneous entities whose results should be stored and processed from a
common repository to facilitate the making of decisions, as they can not only depend on specific software
artifacts.

The idea of flexible measurement frameworks has been applied to the domain of object oriented systems,
like in the by Vaishanavi et al. proposal [33] which captures the generic structure of the object oriented prod-
uct metrics space.

With the aim of providing a generic support for software measurement that is not restricted to only one
kind of entity to be measured or to any single quality or evaluation model and which facilitates and provides
the basis for a common measurement process in companies, we have developed a generic approach which is
described in the following sections.

3. Conceptual architecture for integrating software measurement

In this section, the conceptual architecture to manage the software measurement is described, first by
describing how the MDA has been applied, and then by explaining the elements of which it is made up.

3.1. Applying the model-driven paradigm to software measurement

In any engineering discipline the rigorous analysis of a design artifact takes place through the representa-
tion and manipulation of mathematical objects called models. These models are then used to develop the pro-
totypes, and later the complete engineering system [32]. The new Model-Driven Engineering paradigm (MDE)
[2] is an attempt to apply these ideas to the problem of designing and constructing software systems. Its main
goal is to ensure that the core artifacts in the software engineering processes will be models instead of code, so
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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the code. This has two main advantages: (i) to reduce complexity during the design phase when that complex-
ity does not need to be born in mind due to the specific technology of implementation, and (ii) to obtain gen-
eric systems, because it is possible to create software with more general functionalities that give solutions to a
greater quantity of cases or situations.

MDA [25] is the OMG proposal by which to carry out the MDE paradigm. The core of MDA is a set of
standards, amongst which it is necessary to highlight the ‘‘Meta-Object Facility’’ (MOF) [26], a conceptual
architecture with four levels of modeling (see Fig. 1) that allows us to define models (level M1, for instance,
a UML class diagram for a concrete application) based on metamodels (level M2, for instance, UML), which
in turn are all defined by means of a universal object-oriented and auto-defined meta-metamodel (level M3). A
necessary complement of the MOF is the XML Metadata Interchange (XMI) standard [27], which defines an
XML-based language for the representation and exchange of MOF metamodels and models.

The same ideas as the MDE paradigm have been used for the development of more powerful CASE tools.
In this way, it has been possible to build ‘‘Software Engineering Meta-Environments’’ [32], which is to say,
integrated sets of tools that can be adapted to different domains and languages.

In a similar way, in our work we apply the ideas of MDE and MDA in order to create a framework that
facilitates the software measurement process. On one hand, we use metamodels (all of which are based on a
common software measurement ontology) (Section 4) to represent all the types of measurable elements in a
software project (design diagrams, source code, documentation, data of the running projects, etc. . .), and
on the other hand we have developed a tool called GenMetric which allows us to define ‘‘Software Measure-
ment Models’’ for any software entity. Thanks to this, it is possible to define any type of measurement for any
property of any software element. This work is presented with more detail in the following sections.

3.2. Elements of the conceptual architecture

The proposal for integrating software measurement described in this paper is part of the FMESP frame-
work [11], which provides the support necessary for the representation and management of knowledge related
to software processes from the perspectives of modelling and measurement. We focus on the measurement
support of the framework whose elements are described in great detail according to the three layers of abstrac-
tion of metadata that they belong to, in line with the MOF standard. In Fig. 1, the conceptual architecture for
integrated measurement is represented:
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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As can be observed in Fig. 1, the architecture has been organised into the following conceptual levels of
metadata:

• Meta-MetaModel Level (M3). At the highest conceptual level (M3), an abstract language for the definition
of metamodels is found. This is the MOF language, which is basically composed of two structural construc-
tors: MOF class and MOF association. With these levels the integration of different domains is possible. In
pursuit of our objective to support the software measurement of any software entity in a consistent and
integrated way, we use the MOF for the definition of the elements in level M2, That is to say, we employ
a metamodel for the definition of software measurement models as well as the metamodels which represent
the measured entities, called domain metamodels.

• Metamodel Level (M2). In the M2 level, generic metamodels which are useful for the creation of specific
models should be included. In our framework, the generic metamodels required are:

• Measurement Metamodel, to define specific measurement models. This metamodel is described in greater
detail in Section 4.

• Domain Metamodels, to represent the kinds of entities which are candidates for measurement in the context
of the evaluation of the software processes. These kinds of entities can vary from the company’s SPMs
themselves, to the projects carried out and the resources necessary, as well as the products used, modified
and produced. For example, if a company requires the measurement of conceptual databases which have
been developed with the Entity Relationship notation or the measurement of its UML class diagrams, the
corresponding metamodels which allow the definition and representation of these kinds of entities (UML
and E/R) must be included in the M2 level of the architecture.

• Model Level (M1). At this level specific models are included. These models may be of two types:
– Measurement Models. These models are instances of the measurement metamodel of the M2 level and

they are defined in such a way as to satisfy some of the company’s information needs. For example,
if a company needs to know the size of its E/R diagrams, a measurement model could be defined in
which the kind of software entity measured would be the E/R models. In this way, by using the measure-
ment metamodel, all the measurement models developed in the company would be consistently repre-
sented and managed independently of the kinds of entities that they evaluate.

– Domain Models, which are defined according to their corresponding domain metamodels. Examples of
domain models are: the UML models (use cases, class diagrams, etc.) of a software application for man-
aging a banking service, or the E/R model of the database of this application which is defined with the
UML and E/R metamodels of the M2 level. The domain models are the entities whose attributes are
measured by calculating the measurements defined in the corresponding measurement models.
U
N

C
O

R
R

With the conceptual architecture proposed it is possible to include specific measurement models for the
evaluation of different kinds of entities: products such as relational databases [5], object-relational, UML class
or state transition diagrams [13]; software projects, by having adequate metamodels such as the example in [1];
and software process models [11]. The proposal provides companies with the conceptual support necessary to
carry out and store the results of their measurement processes in an integrated and consistent way and also
avoids the development of specific tools for the measurement of each new kind of entity required.

4. Software measurement metamodel

A fundamental element to take into consideration when establishing a process improvement initiative is the
possibility of defining objective process indicators that will allow a software company to evaluate and improve
its processes efficiently at any given moment. A measurement process framework must be established when
this is taking place.

Human and technical factors are fundamental to the success of software measurement. The human aspect is
vitally important in the identification of business needs, the corresponding measures which satisfy them and
the building of knowledge and decisions from measurement results. Moreover, managers and software devel-
opers involved in the measurement process must perceive that their measurement programs are aligned with
their expectations. The technical support, as stated in Section 2, can help by enabling people to collect and
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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interpret the measurement results in the best way. From these perspectives, one significant problem in collect-
ing data in a measurement process is mainly due to a poor definition of the software measures being applied
[21]. Thus it is important not only to gather the values pertaining to the measurement process, but also to rep-
resent the metadata associated with this data appropriately, i.e., to develop a measurement metamodel which
can be the reference for companies in the definition of their measurement models. In this way, all the data and
metadata related to the measurement of the different kinds of relevant entities in companies would be repre-
sented homogeneously. This metamodel could also be the basis for the development of a measurement repos-
itory as required, to therefore improve process maturity according to CMMI or ISO 15504.

To establish and clarify the elements involved (concepts and relationships) in the software measurement
domain before designing the metamodel, an ontology for software measurement was developed [10]. This
ontology enabled us to identify all the concepts, provide precise definitions for all the terms, and clarify the
relationships between them. Moreover, this common ontology has served as the basis for us to compare
the different standards and proposals, thus helping to achieve the required harmonization and convergence
process for all of the aforementioned. Based on the concepts and relationships stated in the ontology, the mea-
surement metamodel was derived. Fig. 2 shows the UML diagram (MOF compliant) which displays the main
elements of the Software Measurement Metamodel:

The Software Measurement Metamodel is organized around four main packages (see Fig. 2):

• Software Measurement Characterization and Objectives, which includes the concepts required to establish
the scope and objectives of the software measurement process. The main goal of a software measurement
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Fig. 2. Software measurement metamodel.
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process is to satisfy certain information needs by identifying the entities (which belong to an entity class) and
the attributes of these entities (which are the object of the measurement process). Attributes and information

needs are related via measurable concepts (which belong to a quality model).
• Software Measures, which aim at establishing and clarifying the key elements in the definition of a software

measure. A measure relates a defined measurement approach and a measurement scale (which belongs to a
type of scale). A measure is expressed in a unit of measurement, and can be defined for more than one attri-

bute. Three kinds of measures are defined: base measures, derived measures, and indicators.
• Measurement Approaches. This sub-ontology introduces the concept of measurement approach to generalize

the different approaches used by the three kinds of measures for obtaining their respective measurement

results. A base measure applies a measurement method. A derived measure uses a measurement function

(which rests upon other base and/or derived measures). Finally, an indicator uses an analysis model (based
on a decision criteria) to obtain a measurement result that satisfies an information need.

• Measurement. This establishes the terminology related to the act of measuring software. A measurement

(which is an action) is a set of measurement results, for a given attribute of an entity, using a measurement

approach. Measurement results are obtained as the result of performing measurements (actions).
T
E
D

P
R5. Example of application

To illustrate the benefits of the proposal consider the following example: The main activity of a software
company is the development and maintenance of database applications. According to what its main activities
are, one relevant business goal of the company is to support the evolution of their databases by providing the
necessary means to facilitate the improvement (and consequent maintenance) of the conceptual and logical
models of its databases. To achieve this, the company needs to know the maintainability (easiness of mainte-
nance) of its database conceptual schemas, represented with E/R notation, and the maintainability of its rela-
tional schemas. These are the information needs of the company. The aim is to build more maintainable
databases to facilitate its evolution. The following figure illustrates how the current proposal can be applied
to the management of the measurement process according to the information needs of the company:
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As can be observed in Fig. 3, the first step in the application of the proposal is to define the measurement
models for the fulfilment of the company’s information needs in order for it to attain its business goals. Based
on these information needs, which drive the measurement process, two measurement models can be defined: A
measurement model to evaluate the E/R diagrams’ maintainability and a measurement model to evaluate rela-
tional schemas. To satisfy the information need of the first model, the kind of entity candidate which should be
used for measurement is ‘‘E/R Diagrams’’. The attributes to evaluate could be ‘‘size’’ and ‘‘complexity’’ and
based on these we can include in the model measures as proposed in [12]. More detailed information about this
measurement model can be found in [6]. Once the measures have been included in the measurement model,
they have to be defined according to the E/R metamodel elements and finally, the measures are automatically
calculated in concrete E/R diagrams (level M1) represented as instances of the E/R metamodel. The same
steps are applied to the measurement of relational schemas, which are described with more detail in the fol-
lowing subsections.

5.1. Definition of a relational schemas maintainability measurement model

The measurement model to evaluate maintainability of relational schemas is based on the proposal of mea-
sures of Calero et al. [5]. In Fig. 4, the object diagram which represents the measurement model of Relational
Schemas Maintainability as an instance of the package ‘‘Software Measurement Characterization and Objec-
tives’’ (see Section 4), is shown:

As we can observe in Fig. 4, the context of the measurement model for Relational Schemas Maintainability
is established by identifying the information needs to be satisfied, the measurable concepts, the kind of entity
candidate for measurement, attributes to be evaluated and the related quality model. In this model, we also
include the concrete entities to be evaluated such as, for example, the relational schemas obtained as a result
of a bank management system and an insurance management system. These entities are those which are used
to carry the measurement process out (see Section 5.3).
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Size : 
Attribute

Complexity: 
Attribute

Length: 
Attribute

ISO 9126 : 
Quality Model

To Knowthe Relational Schemes Maintainability :  
Information Need
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Relational Scheme of the "Bank Management System v1.0" : 
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Entity

evaluates

RelationalScheme: 
EntityClass

defined for
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Fig. 4. Relational scheme measurement model: software measurement characterization and objectives package instance.
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From the identified attributes to be evaluated, the next step is the definition of the software measures, which
should clearly identify the attributes they evaluate, the scale they belong and the unit in which they are
expressed. In Fig. 5, the object diagram which represents the part of the measurement model for Relational
Schemas, in the instance of the ‘‘Software Measures Package’’, is shown:

As can be observed in Fig. 5, for the evaluation of the identified entity attributes, three kind of measures
have to be defined. The first kind is that of ‘‘base measures’’, which are obtained directly by applying a mea-
surement method to quantify the attribute of interest. The base measures of the measurement model for Rela-
tional Schemes have been adopted from the proposal in [5]. Table 1 shows the defined base measures and
measurement methods in greater detail:
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ATTRIBUTES MEASURES UNITS SCALES

Integers from Zero to 
Infinite : Scale
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NT (Number of Tables) : 
Base Measure

Number of Foreign Keys (NFK) 
: Base Measure 

Number of Attributes (NA) : 
Base Measure

Depth of the Relational Tree (DRT) 
: Base Measure 

Ratio of Foreign Keys (RFK) : 
Derived Measure

Tables Maintenance Index (TMI) : 
Indicator

Scheme Connectivity Index (SCI) : 
Indicator

Size : 
Attribute

Length : 
Attribute

Complexity : 
Attribute

Table : 
Unit

Column : 
Unit

Depth : 
Unit

Percentage 
: Unit

Maximum Referential Length Index (DRTI)
: Indicator 

Real from Zero to Infinite 
: Scale

Column : 
Unit

Per One : 
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has

expressed in
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has

expressed in
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expressed in

has
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has

expressed in

hasexpressed in

belongs to

belongs to

defined for

defined for

defined for

defined for

defined for

defined for

defined for

defined for

Fig. 5. Relational scheme measurement model: software measures package instance.

Table 1
Base measures and measurement methods of the relational schemas measurement model

Base
measure

Description Measurement method

NT Number of Tables in the scheme To count the Tables in the schema
NFK Number of Foreign Keys in the scheme To count the Foreign Keys in the schema
NA Number of Attributes in the scheme To count the Attributes in the schema
DRT Depth of relational tree (DRT). The number of tables which are

part of the longest path obtained by following the referential
integrity relationships between tables

To calculate the maximum depth of the paths obtained
by following all the possible foreign keys in the schema
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Table 2
Indicators, analysis models and decision criteria of the relational schemas measurement model

Indicator Description Analysis model Decision Criteria

TMI Tables Maintenance Index. This is obtained by
establishing the proportion of attributes and
tables in the relational scheme. The higher this
measure is the more difficult it is to maintain the
tables in the scheme

TMI = NA/NT If TMI > 18! TMI = ‘Very High’
If 12 < TMI 6 18! TMI = ‘High’
If 6 < TMI 6 12! TMI = ‘Medium’
If 0 6 TMI 6 6! TMI = ‘Low’

SCI Scheme Connectivity Index. This is the proportion
of foreign keys and tablesin the scheme.
The higher this measure is the more difficult
it is to maintain the relational scheme.

SCI= NFK/NT If SCI P 2! SCI = ‘Very High’
If 1,5 6 SCI < 2! SCI = ‘High’
If 1 < SCI < 1,5! SCI = ‘Medium’
If 0,5 6 SCI 6 1! SCI = ‘Low’
If 0< SCI < 0,5! SCI = ‘Very Low’

DRTI Maximum Referential Length Index.
Indicator based on the DRTI measure.
The higher this measure is the more difficult
it is to maintain the relational scheme

DRTI = DRT If DRTI > 15! DRTI = ‘Very High’
If 8 < DRTI 6 15!DRTI = ‘High’
If 2 < DRTI 6 8!DRTI = ‘Medium’
If 0 6 DRTI 6 2!DRTI = ‘Low’
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Once the base measures have been defined, the next step is the definition of the derived measures. These are
calculated by applying a measurement function to other base/derived measures. In the measurement model for
relational schemas maintainability the derived measure Ratio of Foreign Keys (RFK) has been included which
is calculated by applying the measurement function: RFK = NFK/NA. Finally, the indicators are defined by
using the other measures as a base, and these are the kinds of measures that can satisfy the information needs
defined in the model. In Table 2, the indicators, analysis models and decision criteria defined to satisfy the
information need ‘‘To know the maintainability of relational schemas’’ are shown:

To complete the measurement model, the instances of the packages ‘‘Measurement Approaches’’ and
‘‘Measurement Action’’ should be included. The part of the model corresponding to the package ‘‘Measure-
ment Approaches’’ can be obtained from the measures definition as shown in Tables 1 and 2. Finally, accord-
ing to the measurement model defined, the measurement process can be executed. This consists of evaluating
concrete relational schemas (entities) by calculating the measures defined (see Section 5.3). The results will be
represented as an instance of the package ‘‘Measurement Action’’.

5.2. Metamodel-based definition of measures

The proposal in this paper provides support for the measurement of any software entity and, to achieve
this, the measures definition is performed by analysing the metamodels which represent these entities (domain
metamodels). This analysis is based on the definition of the base measures based on the classes (constructors)
and relationships included in the metamodel. In Fig. 6, the Relational Metamodel, included in level 2 of the
conceptual architecture as a domain metamodel, is represented by using the graphical notation of UML:

The diagram in Fig. 6 includes the constructors necessary to define relational schemas. A relational scheme
is composed of tables which include attributes. The attributes can be part of a key, whose types are: foreign
keys which reference concrete tables or primary keys that identify the table rows.

Once the metamodel which represents the software entity to be measured is known, the next step in the def-
inition of the measurement model is to define or adopt (from known proposals) the necessary measures by
which to evaluate the attributes considered.

The base measures of the measurement model can be obtained by using the elements of the Relational
Scheme metamodel (MOF-classes and MOF associations) as a base. The base measures defined in the mea-
surement model described in Section 5.1 are calculated by applying two basic kinds of measurement methods
to the elements of the metamodel (classes or associations):

–Count. To count the number of instances of a class or relationship in the metamodel. The measures ‘‘Num-
ber of Tables’’, ‘‘Number of Foreign Keys’’ and ‘‘Number of Attributes’’ are obtained by counting the
instances of the classes ‘‘Tables’’, ‘‘Foreign Keys’’ and ‘‘Attributes’’.
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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Fig. 6. Relational metamodel.
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D–Graph Length. To calculate the maximum path obtained by following a concrete relationship in the meta-

model. This measurement method is applied by considering the metamodel as a graph in which the nodes
are the objects and the edges are the relationships. The measure ‘‘Depth of the Relational Tree’’ is obtained
by applying this measurement method.

The former measurement methods can be successfully applied to the definition of any base measure which is
related to the structural complexity of the entity to be evaluated. For the measurement of other aspects, new
measurement methods can be incorporated.
U
N

C
O

R
R

E5.3. Entity measurement

The last step in the measurement process is to collect the values of the defined measures in order to satisfy
the information needs. In order to achieve this, the entities candidate to be measured must be evaluated. In the
example shown, the evaluation should be performed on relational schemas which must be defined as instances
of the Relational Metamodel (on which the base measures have been defined).

Fig. 7 shows a relational schema defined as an instance of the Relational Metamodel:
The example in Fig. 7 illustrates a simple relational schema of the ‘‘Bank Management’’ system, and is com-

posed of two tables: ‘‘Bank Account’’ and ‘‘Client’’. The ‘‘Client’’ table includes the columns (attributes)
‘‘Id_C’’ of which the primary key is ‘‘Name’’ and ‘‘Address’’. The ‘‘Bank Account’’ table includes the attri-
butes: ‘‘number’’, ‘‘office’’, of which the primary key is both ‘‘balance’’ and ‘‘owner’’, which is the foreign
key to the ‘‘Client’’ table.

The calculation of the base measures defined in the Relational Measurement model (Section 5.2) has to be
performed in the following way:

–The measures ‘‘Number of Tables’’, ‘‘Number of Foreign Keys’’ and ‘‘Number of Attributes’’ are
obtained by applying the measurement method ‘‘Count’’, i.e. by counting the instances of the ‘‘Tables’’,
‘‘Foreign Keys’’ and ‘‘Attributes’’ classes. In this example the values are, respectively, 2, 1 and 7.
–The measure ‘‘Depth of the Relational Tree’’ is obtained by applying the ‘‘Graph Length’’ measurement
method to the ‘‘foreign key references table’’ metamodel association and its value is 1, so only this link
needs to be computed.
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Fig. 7. Relational scheme of the ‘‘Bank Management System’’ entity.
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On the other hand, derived measures and indicators are calculated according to their measurement func-
tions. For example, the value of the measure Ratio of Foreign Keys (RFK) in the example is 0,142 (1/7).

6. GenMETRIC tool

With the aim of supporting the integrated measurement process commented on in previous sections, the
GenMETRIC tool has been developed. GenMETRIC is a tool for the definition, calculation and visualisation
of software metrics. This tool supports the management of the measurement process by supporting the defi-
nition of measurement models, the calculation of the measures defined in the measurement models and the
presentation of the results in graphical and tabular ways. For the definition of measurement models the tool
is based on the measurement metamodel presented in Section 3. Two key characteristics of GenMETRIC are
that it is:

• Generic. With this tool it is possible to measure any software entity. The requirement necessary to achieve
this is that the metamodel which represents the software entity (domain metamodel) must be included in the
repository of the tool. As has been mentioned in previous sections, the measures are defined on the elements
of the domain metamodels. This implies that in order to measure new entities it is not necessary to add a
new code to GenMETRIC.

• Extensible. GenMETRIC supports the definition of any software measure. The base measures are defined
on the domain metamodel elements (classes and associations) by using standard measurement methods
such as ‘‘count’’ or ‘‘graph length’’. For the definition of derived measures and indicators the tool includes
an evaluator of arithmetical and logical expressions (see Fig. 9).

To support generic and extensible software measurement the tool has been developed as part of a software
engineering environment (SEE) which supports the conceptual architecture proposed to integrate measure-
ment. This SEE is shown in Fig. 8:

As we can observe in Fig. 8, GenMETRIC is the key tool of the SEE developed for software measurement.
The metadata of the SEE (metamodels and models) are stored in a repository as XMI documents. The nec-
essary services for the definition of metadata according to MOF and its load and storage in the repository are
provided by the components MOFImplementation and RepManager. These services are used by the SEE tools.
To facilitate the management of metamodels and models of the repository the auxiliary tool METAMOD was
developed. METAMOD is a tool for the definition of metamodels and models. In the context of the proposed
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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Fig. 8. Architectural view of GenMETRIC.

Fig. 9. Measure definition frame.
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SEE, METAMOD provides the functionality for the definition of the domain metamodels and their corre-
sponding measurement models which represent the kinds of entities and concrete entities which are candidates
for measurement. GenMETRIC imports the domain metamodels for the definition of the measures and these
measures are calculated on concrete entities (domain models).

GenMetric provides the user with a powerful interface for the definition of measurement models and for the
calculation and visualisation of results. Two roles are defined: Administrator, who can interact with the com-
plete functionality of the tool (definition and update of measurement models and calculation and presentation
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Fig. 10. Measurement results frame.
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of the measurement results); and User, who can calculate the measures of existing measurement models and
present the results. The form for the definition of software measures is shown in Fig. 9:

Fig. 9 shows an example of the definition of the base measure ‘‘Number of Tables’’ in the ‘‘Relational
Metamodel’’ (Section 5.2). This measure is defined by applying the measurement method count on the
‘‘Table’’ metamodel element. In the same way, by using GenMETRIC we can define all the measures related
to a specific measurement model (such as that which is presented in Section 5.1), by using the different ele-
ments from which it is composed.

Subsequently, we can use the measure definitions for the calculation of the metrics in real models. Fig. 10
summarizes the results of the automatic calculation of the measures presented in Section 5.1 when applied to
the ‘‘Bank Management System’’ entity (shown in Section 5.3):

As we can observe in Fig. 10, GenMETRIC provides both the tabular and the graphical (using bar charts)
representation to provide users with the necessary information for making decisions.

Therefore, an integrated and automatic environment for measurement is provided with the proposed tool.
This being a generic tool, the definition of any new measure on the existing domain metamodels is possible,
without having to code new modules. Furthermore, the tool is extensible, which eases the measurement of new
entities by means of the incorporation of their domain metamodels. For example, a metamodel for defining
web elements (formed by web pages, links between pages, etc.) could be included in the SEE and in this
way it could be possible to measure web sites. Moreover, as it works with XMI documents, it eases commu-
nication and the possibility of openly importing new domain metamodels, or domain and measurement mod-
els stored in other MOF compliant repositories.

7. Conclusions and future work

In this paper, we have proposed an approach to enable the management of measurement of software pro-
cesses. The evaluation of software processes involves the measurement of a great diversity of entities, from the
models of the process to projects, resources and the products obtained. The proposal allows the integrated
management of the measurement of these kinds of entities by means of:

–A measurement metamodel which includes the necessary constructors to define software measurement
models. The metamodel is CMMI, ISO 15939 and PSM compliant [20], as the ontology has mainly used
and adapted the concepts included in these proposals, and it provides companies with the initial support
necessary to sustain the measurement process.
–A flexible method to measure any kind of artefacts within metamodel scope. The measures included in the
measurement models are defined on the metamodel elements which represent the kinds of entities to be
evaluated. This implies great flexibility in the ability to include new kinds of evaluative entities in the mea-
surement programs of software companies without having to develop new tools to support them.

The framework allows the measurement of any software entity during the whole software lifecycle and espe-
cially in the early stages of software development where analysis and design models are produced. The iden-
tification of defects in these stages helps companies to reduce costs of late defect fixing and to improve the final
quality [3,19].

The proposal is supported by the GenMETRIC tool, a generic tool for the definition of measurement mod-
els. The measures of the models are automatically calculated by examining the XMI documents of the entities
to be evaluated. The metamodels which represent the different kinds of entities must be stored in the repos-
itory. The measurement capabilities of the tool increase owing to the inclusion of new kinds of entities to
be measured which implies the inclusion of their metamodels in the repository.

The approach presented in this paper is MDA-compliant. The model management principles allow meta-
model based tools to exchange compatible models, i.e. models conforming to metamodels which themselves
conform to common metametamodels. This paradigm has been proven to be quite powerful in practice
[1,32] and these advantages can also be applied to software measurement. In fact, with the MDA approach
the increase of CASE tools with XMI import/export capabilities, as is currently happening with many
UML CASE tools, will provide this proposal with significant power in the support of measurement. In this
Please cite this article in press as: F. Garcı́a et al., Managing software process measurement: ..., Informat. Sci. (2007),
doi:10.1016/j.ins.2007.01.018
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way, companies will easily be able to import all their software entity models in the repository of the SEE (see
Fig. 8).

So far, this proposal has been successfully applied in a software company to improve its processes by pro-
viding the necessary evaluation support [6] by means of a consistent and unique terminology and a complete
measurement template for the collection of all the data and metadata related to the measurement process. The
company’s former measurement system was based on the calculation of various isolated project indicators.
With the measurement support, the measurement process was enriched with the overall information and tools
for computing and interpreting the indicators. Furthermore, a flexible environment was provided, initially
composed of measurement models to evaluate their database models, but extensibly to support the measure-
ment of any software entity, such as object-oriented systems or data-warehouses, especially given the current
adaptation of the company’s processes to object-oriented technologies.

Among related future works, the following deserve special attention:

–The development of a graphic notation for the representation of measurement models according to the
FMESP measurement meta-model. As a result, a software tool which extends the functionality of Gen-
METRIC should be incorporated into the SEE.
–The development of new case studies in software companies to integrate the measurement of their relevant
software entities in order to promote the improvement of their software processes.
–The incorporation of estimation as well as measurement capacities within the framework, by extending the
current software measurement ontology and corresponding metamodel with the necessary constructors,
and by including the domain metamodels and necessary technical support. In this context, relevant mea-
surement techniques such as function point analysis could also be supported by the proposal.
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