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#### Abstract

The software industry is facing a paradigm shift towards distributed software development (DSD). This change creates situations from which organizations may benefit, and challenges to which they must adapt to (e.g. the absence of opportunities for informal interaction). In this paper we present the results of an analysis of the knowledge flow problems which hinder members of a DSD team to get into synchronous collaboration. We used the KoFI methodology to identify knowledge sources, topics, and existing flows, and to identify knowledge flow problems in the DSD environment. These have been used as a basis for the design and development of CWS-IM, an extended instant messenger tool which implements "Selective Availability" to facilitate "l'entreé en collaboration" of the members of a DSD team. Therefore, it is expected that the interruptions during DSD will be less disturbing as this tool helps users to decide when it is the most suitable moment to establish synchronous contact for the sender and the receiver.


## 1. Introduction

The software industry is currently facing a new trend towards Distributed Software Development (DSD) [1]. In essence, this tendency involves separating the different development processes and collaborators in multiple geographic locations. Geographic distribution leads to the situation of developers experiencing difficulty in interacting and coordinating their activities [2,3]. This is caused by little or no face-to-face interaction between developers [4,5], which is in turn caused by the distance between the developers involved in joint projects.

For example; in the case of co-located development, project members are on sight or are easily accessible, so that it is possible to see or infer what they are doing without any significant effort. It is
even possible to judge whether that precise moment is appropriate to interrupt others in order to establish communication and maintain a coordination effort. In contrast, in the case of DSD, participants are located on distant sites, which means that the contextual information existing in a co-located situation is no longer present, which hinders communication, coordination and control. It is therefore essential to know the state of the activities of the person that one wishes or needs to contact. Based on this information then find an appropriate moment for both participants at which a synchronous interaction can be initiated while minimizing the negative effects of the interruption [6]. That is, good coordination requires good communication [2], and good communication requires an appropriate initial interaction.

Several empirical studies have investigated how workers are interrupted while carrying out their activities (e.g. [7]). These studies have shown that the complexity of the task, its duration, the number of interruptions and the type of task have an impact on the difficulty of returning to the interrupted task (task switching). The results of these studies thus characterize how workers behave when confronted with interruptions (interruption management). Other works study the problems that an interruption may cause (e.g. prospective memory failure). This effect increases with the number of interruptions and also when the number of tasks rises [6]. On the other hand, returning to an interrupted task is also rather difficult for people [7], as they have to remember what the last thing they were doing in relation to that interrupted task [8]. Another issue stated in [9] is that when workers are performing a task they often and ideally tend to delay their response to an interaction with the purpose of finishing the task at hand before attending the new interaction request. Some other studies also claim that there is also an increase in the interruptions caused by new technologies (e.g. email, instant messaging, mobile devices) [8]. Researchers are therefore attempting to study when these interactions
are or are not irrelevant and providing solutions for increasing workplace efficiency (e.g. [9]).

It is also worth mentioning that work in software development environments is characterized by the existence of a high level of communication and coordination among participants [2, 10]. This is owing to the need to achieve consensus for group decisions (e.g. approval of requests between customers and analysts), the necessity to make decisions known to others in an accurate and efficient manner (e.g. the notification and delivery of new versions of a design document), the fact that interactions are regular and frequent among team members (e.g. request and delivery of information on task progression), and that work is essentially cooperative and collaborative (e.g. pair-programming and reviewing).

In order to facilitate interaction among developers and minimize the negative effects of work fragmentation and interruptions, it is thus necessary to obtain information about the activities undertaken by developers. It is also important to integrate this information with the organization's knowledge and to enable it to be used by team members to create new knowledge and identify appropriate opportunities for initiating synchronous collaboration.

To achieve this, it is necessary to have information elements that will help developers to be aware of their colleagues' activities.

In order to create awareness or knowledge about project collaborators' current activities in a DSD setting, it is first necessary to answer the following questions:

- What information is needed to create awareness regarding the project collaborators' current activities?
- What are the sources of this information?
- How the information flows allow for the creation of awareness?
- What are the main obstacles (breakdowns) that prevent these flows in a DSD environment?

These questions were explored and answered in a study where we used the KoFI methodology [11, 12] in order to analyze knowledge flows of a software factory in Mexico. Our aim was to obtain information for the creation of a knowledge map, which would allow us to detect the information elements, how developers interact among them during their workday, and which were the barriers that hindered these interactions and knowledge flows in a DSD setting.

In this paper we particularly report on the identified information elements, knowledge sources and main obstacles in order to create awareness about
the DSD workers' activities to inform the design of CWS-IM.

The remainder of the paper is structured as follows: Section 2 describes the KoFI methodology, while Section 3 describes how this was applied to analyze knowledge flows in a software factory. Section 4 presents the design implications identified for a tool that aims to provide adequate support for initiating collaboration. Section 5 then describes the awareness information elements identified and the mechanisms used to obtain them. Section 6 shows and describes the proposed prototype interfaces of CWS-IM that resulted from considering the identified information elements and mechanisms. Finally, Section 7 discusses related work while Section 8 presents our concluding remarks and some directions of future work.

## 2. The KoFI methodology

The methodology used to identify barriers that hindered knowledge flow and interaction in DSD is KoFI (Knowledge Flow Identification) [11, 12]. This methodology is based on identifying knowledge flows through the study and modeling of an organization's processes. KoFI focuses on identifying the knowledge required and generated in the principal process activities. KoFI also identifies the location of storage sources and how information can be retrieved from them. This methodology has two main goals: 1) To obtain information that will help to build a knowledge map; and 2) to obtain requirements that will help in the design of knowledge-based systems.

The KoFI methodology consists of 4 phases. Phase 1 consists of identifying the different sources in which knowledge is generated or stored; Phase 2 consists of identifying the types of knowledge used and generated in the organization's principal processes, while Phase 3 identifies how knowledge flows within the organization; finally, Phase 4 consists of identifying the main problems that hinder the flow of this knowledge. These phases will be described in greater detail in the following section.

## 3. Knowledge flows for interaction in DSD

A study was conducted with a group of distributed software developers from Novutek SC. Novutek is a software factory that bases its production process on the Rational Unified Process (RUP) and uses the Unified Modeling Language (UML) for software modeling and design. Novutek has achieved a SEI

CMMI maturity level 3. The project management methodology used is based on the standards of the Project Management Institute (PMI) and has a group of project leaders in the certification process to become Project Management Professionals (PMP).

The study involved 16 workers, including 4 project leaders, 2 testers, 4 programmers and 6 software architects. The average age of the group was 24.5 years. There were 10 women and 6 men. The average work experience was 2.9 years.

Information was obtained from the software factory by conducting semi-structured interviews and system analysis, as suggested by the authors of the methodology [11, 12].

The interviews were used to understand how developers interact with knowledge sources during working hours. The interviews were conducted individually and were audio recorded. The duration of the interviews averaged 40 minutes. Interviews were conducted in an anonymous format, thus allowing the informants to be as open as possible. Data were extracted from the interviews using open, axial and selective data coding processes, which are used in grounded theory [13].This process began with open coding in which data were divided into categories (recurrent concepts) and subcategories. We subsequently continued with axial coding during which we examined the relationships between categories and the possible causes of their behavior. Finally, for selective coding, the categories were integrated and conclusions were obtained.

Our analysis also consisted of analyzing the technical documentation of systems that were mentioned during the interviews, along with consulting the technical staff of the software factory.

The principal results of these processes are presented in subsections 3.1 to 3.4.

### 3.1. Phase 1: identifying knowledge sources.

In this phase it was necessary to consider all the knowledge sources that could be used to identify an appropriate moment for initiating a synchronous interaction that would minimize the unwanted consequences of an interruption.

The types of sources that were detected are presented in the following categories:

- Documents: this consists of sources that have their origin in physical or digital documents. These include: i) Process: this includes documentation related to the description of the processes of software development. ii) Technical: this refers to specialized documents such as source code, and manuals, among others. iii) Organizational: this includes guidelines towards the conduct that should be followed within the organization.
- Systems: this refers to information obtained from or added to the system for software development and project management, and includes: i) Queries: which refers to the search or request for information. ii) Transactional: this refers to adding, deleting or updating information in the system.
- People: this refers to all the project collaborators (e.g. programmer, analyst, etc.).


### 3.2. Phase 2: identifying knowledge topics

In this phase it was necessary to identify the knowledge topics involved in the process of initiating a synchronous interaction in DSD, considering the different types of knowledge generated by the organization. The types of knowledge relevant to our work are related to the characteristics of the software developers' activities.

The activity in this phase does not seek to describe the topics in detail, but to identify them as part of the knowledge requirements. The topics that were indentified in this phase are described as follows:

- Personal activity management: this refers to engaging in explicit efforts to maintain control over the participants' commitments, and using strategies to organize, prioritize and focus on what they have and wish to do. It includes the knowledge that people have in relation to the progress of their unfinished activities embodied in documents.
- Collaborative activity: this refers to existing knowledge in the project management system concerning shared activities.
- Coordination of activities: this refers to knowledge concerning the dependencies required to complete the activity.
- Communication among collaborators: this refers to knowledge concerning the means available and the actual communication which takes place to contact a collaborator.
- Information concerning a suitable contact opportunity: this refers to the knowledge that people have in relation to a co-worker's current activity in order to initiate collaboration.
- Software development and project management: this refers to the knowledge that exists and is generated during the development process. It includes the knowledge that the organization has in relation to the management of the project.


### 3.3. Phase 3: identifying knowledge flows

This phase involved creating a knowledge flow model of the process for initiating a synchronous interaction in DSD, based on process modeling techniques with a focus on knowledge generation.

That is, where is knowledge generated? Where is it stored? What information sources are involved? Who uses them? It is also important to detect inconsistencies in or problems with the flow of this knowledge.

Figure 2 illustrates some of the knowledge flows that were identified for the analyzed software development activities. It illustrates two subjects working on a related activity of a given project. This is represented by a set of elements that trigger the interaction within an activity (events, people, activities, objectives, actions, resources, etc.). In this case one subject is the issuer while the other is the receiver. It also depicts three main tasks: (1) Identifying the required information about the activities of those involved, (2) Identifying a suitable moment to interrupt other collaborators, and (3) Initiating collaboration if the moment is right. These steps represent the potential for collaboration [14]. That is, during the issuer's activities, $s /$ he needs to contact a colleague (receiver) to ask about certain doubts concerning a common activity. The information regarding the current activity could be shared knowledge for the working group (organizational repository). With this information, the issuer creates knowledge through a cognitive process that includes:

- Information acquisition, which is obtained by consulting the activity being performed by the potential receiver (e.g. knowledge about the project activity and role $\mathrm{s} /$ he is performing, etc).
- Knowledge integration, when the information is obtained from the potential receivers, it is integrated with the tacit and explicit knowledge acquired from other sources (e.g. calendar of pending activities, design documents, project information, own activities, etc.).
- Decision making, the integration of knowledge from other sources provides the issuer with greater details about the project activity on which the potential receiver is working on. This allows him/her to determine whether the selected moment is appropriate to initiate synchronous collaboration.

This cognitive process is favored because the knowledge flow could be achieved in a tacit manner by means of a socialization process [11, 15-17], or in an explicit manner by storing knowledge in repositories [15, 18, 19].

### 3.4 Phase 4: identifying problems in the knowledge flows

This phase consists of identifying and gathering the problems encountered. This allowed the classification process to begin and possible solutions


Figure 2. Model of knowledge flows for starting collaboration in rich graphic
to be sought. Problems that may limit or hinder the selected knowledge flows were identified and described.

In the case of DSD, participants are located at remote sites, signifying that the contextual information that is readily available in the co-located case is not accessible, making the communication, coordination and production processes difficult.

The identified problems are described in Table 1. The first column defines the problems that arose from the analysis of the knowledge sources and topics. The second column briefly describes an example situation to illustrate the problem.

As stated by the methodology, the identification of problems allowed us to generate design implications for a communication tool that is better suited to initiating synchronous collaboration in a DSD setting.

Table 1. List of identified problems and situations

| Problems | Situation |
| :--- | :--- |
| 1. Lack of knowledge <br> about the progress status <br> per activity | During activities, a programmer needs to know if the <br> analyst has begun working on a particular project module. <br> This might help her to organize her pending activities. |
| 2. Lack of awareness of <br> the status of members per <br> activity. | A programmer is unaware of who is working on the same <br> project at a particular moment, and which of them is <br> performing the same activity as her. |
| 3. Coordination problems <br> in common or dependent <br> work units among <br> members of the activity. | A tester does not know why the artifacts are sometimes not <br> sent for review. The tester is therefore contacted by <br> telephone by the person responsible to discover the reason <br> and the date that they will be sent. |
| 4. Initiating an interaction <br> with the right person at the <br> right moment. | Developers use synchronous means of communication to <br> interact (e.g. telephone and instant messaging). However, <br> these means of communication do not provide information <br> about the receiver's activity. It would be useful to have <br> information that would aid in deciding whether the time is <br> appropriate to initiate the interaction. |

## 4. Design implications

Based on the set of knowledge flow problems previously identified (see Table 1), in Table 2 we translated them into features that are later used to identify some design implications for a tool that aims to provide adequate support to initiate synchronous collaboration between DSD workers. These design implications are briefly described below:

1. Use of technological mechanisms that allow the status of project members and the tasks they are

Table 2 Design implications

| FEATURES | DESIGN IMPLICATIONS |
| :--- | :--- |
| 1. Knowledge about the progress <br> status per activity | II. Use of mechanisms that allow the status <br> of project members and the tasks they are <br> performing to be discovered |
| 2. Awareness of the status of <br> members per activity. | $I 2$. Use of mechanisms to share and filter <br> project information among colleagues <br> working on related activity. |
| 3. Coordination in common or <br> dependent work units among <br> members of the activity. | I3. Use of mechanisms that allow the <br> progress level of the tasks that each member <br> of the project is executing to be discovered. <br> I4. Use of mechanisms that allow location of <br> and interaction with members of common or <br> dependent work units. |
| 4. Initiate an interaction with the <br> right person at the right moment | I5. Use of mechanisms to identify when one <br> user may interact with another, based on the <br> needs profile, status and activity under <br> execution. <br> IG. Services for asynchronous \& synchronous <br> communication. |

performing to be discovered (I1): technology must provide a mechanism for sharing project information among colleagues or with any other related people, as this will allow the progress status of activities assigned to people and of the project itself to be determined.
2. Use of technological mechanisms to share and filter project information among colleagues involved in a related activity (I2): a mechanism is required to ascertain the degree of progress of the work being carried out by each member of the project; this will signify increased information about what is being done in the context.
3. Use of technological mechanisms that allow the progress level of the tasks that each member of the project is executing to be discovered (13): this requires a lightweight mechanism to consult the degree of progress reported in a particular project activity.
4. Use of technological mechanisms that allow location of and interaction with members of common or dependent work units (I4): this requires a mechanism that will allow the location of and interaction with members who share a common or related task, so that they are aware of and anticipate situations that affect the DSD activities.
5. Use of technological mechanisms to identify when one user may interact with another, based on the needs profile, status and activity under execution (I5): this requires a mechanism to determine the status of the members of the project and the work they are performing to have a better understanding of the appropriateness of attempting an interaction (i.e. interrupt the worker). A mechanism that identifies when a user may interact with another,
based on the interaction need, status and the work being performed both by the worker who wishes to make contact (issuer) and the one being contacted (receiver) is also required.
6. Finally, technological services for synchronous and asynchronous communication (I6): synchronous and asynchronous communication mechanisms are required to provide support for both real-time interaction, and for situations in which messages would not be delivered immediately, but stored for later viewing.

## 5. From knowledge to design concepts

Once the analysis of knowledge flows was completed and the design implications were identified, we proceeded to propose design concepts that would assist us in conceptualizing a solution for the problems identified.

A first concept is that of "Selective Availability", which establishes that a user could be available to interact with other collaborators whose activity is related to the work unit $\mathrm{s} / \mathrm{he}$ is currently working on (e.g. the status will be online and available), while not being available or even present for others (e.g. online but busy, or offline).

To make this concept operational we examined the concepts of working spheres [20] and potential collaboration [14]. The former allows us to understand how individual workers fragment their work during the workday, and how they manage resources to perform their work, along with how they manage interruptions to their work. However, this concept considers a focus on the workers' individual activities, and lacks a focus on the collaborative part of the work. The latter concept, promotes the way in which information from the individual facet of work, along with information on certain aspects of collaborative work could be shared and used to determine whether a specific moment is appropriate to attempt synchronous interaction to start collaboration, along with specialized spaces for potential and actual collaboration. A proposal that merges both concepts to compose the model of collaborative working spheres is reported in [21]. In our proposal, we introduce the Collaborative Working Spheres (CWS) concept [22] that combines the features of working spheres with that of potential collaboration awareness [14].


Figure 3. Relationship between knowledge and sources
To make CWS operational, it is necessary to interact with various knowledge sources that are available in the organization. An example of this is shown in Figure 3, in which the developers count on specific knowledge and experience related to their function within the organization. The organization's systems and the work tools (e.g. personal computer, development environment, etc.) similarly contain knowledge which is required at determined moments by work groups. This also illustrates how, during the working day, developers need informal interactions with their colleagues in order to obtain or provide knowledge about their need to locate people, take or leave messages, report advances made in an activity, obtain help or submit a document [23].

Figure 4 presents a summarized map of the knowledge involved to make operational the CWS concept: Based on the interaction purpose, and knowledge required for the initial interaction. This knowledge might be obtained from the worker's activity or from the project specifications, which are the main knowledge sources of the process, and which are in turn classified as documents, people and systems.

## 5. DSD awareness elements

Taking into account the knowledge map and the design implications previously described, here we present and describe an ensemble of specific awareness elements from a DSD environment [14] which will represent the required knowledge to be


Figure 4. Knowledge map of CWS
gathered and distributed among team members in order to provide support for initiating synchronous collaboration among them in a DSD setting.

A brief description of each information element is presented below:

Resource view: this refers to information concerning the resources of particular interest to the activity or project. This information originates from the project management system repository (system source). This information flow occurs as development stages occur, as indicated by the software development and project management topic. This information is found in the organizational repository (e.g. resource availability, responsible, delivery, etc.).

Gaze: information is gathered from events of the collaborators' common activities. This information originates from the project management system repository (system source). This information flow occurs when system information is added, removed or modified with regard to the project activities. This information is stored in the organizational repository (e.g. completion of an activity of interest, changes to a delivery date, etc.).

Operation: information gathered from the handling of personal documents in a project activity. The flow of this information occurs when developers perform their assigned activities (documents source). This flow originates from personal activity management and activity coordination topics. This information is stored in the personal repository (e.g. relationship of a document with a project activity, document type, etc.).

Notification: information generated from the status change of a project activity. The flow of information originates from interactions between people
performing shared activities and interactions with the project management system. These topics are dealt with in communication among collaborators, software project management and the collaborative activity. This information is stored both in the individual and the organizational repositories (e.g. progress of an activity or project, new activity assigned, etc.).

History: this refers to logged events concerning the activities of particular projects of interest. The history of events originates from the system, people and document knowledge sources. This information is dealt with in the personal activities management and collaborative activities topics and is stored both in the individual and the organizational repositories (e.g. notification from a shared file, inclusion in a given project, etc.).

Presence: this refers to the status of users, which is based on the activity they and their possible contacts are currently working on. This information is obtained from the developers' interactions with their assigned activities (people and document sources). This information is dealt with in topics regarding collaborative activities and the coordination of activities. This information is stored in the personal repository (e.g. available to those who are working on the same activity and unavailable to the rest of the contacts).

Identity: this consists of the personal contact information. This information is obtained from the project management system (system source). This information is dealt with in the software development and project management topics and is stored in the organizational repository (e.g. name, location, role, etc.).

Authorship: this refers to the name of the person assigned to the activities, events, actions, or use of resources, among others. This information is obtained from the project management system and is stored in the organizational repository.

Role: this refers to the profile information or to the type of functions in relation to the task performed by a contact at a given moment (system and documents sources). This information can be obtained from the development and project management system and from documentation from the Human Resources department. It is stored in the organizational repository (e.g. programmer, analyst, tester, etc.).

Teamwork: this refers to groups of contacts automatically created based on the users' current activities (person, system and document sources). This information emerges from people's use of documents and from the operations of the system on the documents. This information concerns the software development and project management topics and is stored in the organizational and personal repositories (e.g. when the user is handling a
document concerning project "ERP2Pharmacy", the contact group related to the project is automatically obtained).

To-Do List: this consists of lists of pending activities automatically created with information from the project repository (system source). The information originates from the project management system. This information is dealt with in the personal activity management and software development and project management topics. The information is stored in the organizational repository.

Privacy: Current activity information is exchanged only between contacts that have a common activity (system source). The information originates from the project management system. This information is dealt with in the personal activity management and software development and project management topics and is stored in the organizational repository.

Articulation: this refers to information resulting from an interaction during a project activity (people and document source). This information originates from interactions between developers in shared activities. It is dealt with in the collaborative activities, coordination of activities and software development and project management topics and is stored in both the individual and the organizational repositories (e.g. discussion of a design problem regarding the module "inventories" of the "item queries" activity).

These awareness elements can obtained by be either implicit or explicit mechanisms. Implicit mechanisms rely on information collected by the system while collaborators carry out their activities (e.g. the system creates a user profile based on information obtained while the collaborator is working). Explicit mechanisms rely on information supplied by actions carried out by collaborators. That is, they require explicit actions from the collaborator (e.g. the user explicitly provides the information that is required to create a user profile).

Once this ensemble of awareness elements had been established, it was necessary to determine the type of technological mechanisms (GUI elements) to be used to provide the information element in a prototype tool. In the following section we describe each of the components proposed for the user interface of the proposed prototype.

## 6. Prototype

Based on the identified design implications, and on the resulting design concepts, and using the proposed awareness elements, we designed and developed a prototype tool to provide support for initiating collaboration in a DSD setting. This tool
was named CWS-IM (Collaborative Working Spheres - Instant Messenger).

This section describes how the previously detected awareness elements were implemented in the developed prototype.
Table 3 Components associated to information elements

| GUI Component | Information element |
| :---: | :---: |
| Contact list | - Presence, Role, Teamwork and Gaze |
| - Identity Panel | - Identity and Gaze |
| Contact view | - Presence and To-Do List |
| - Contact information ToolTip | - Authorship, Identity, Privacy and Operation |
| - Location label | - Identity and Location |
| - Notification history | - History, Notification and Gaze |
| - Task Panel | - To-Do List and Resource view |

Table 3 presents the information elements identified along with the associated GUI component of the prototype. Figures 5 and 6 show the actual look of the interfaces proposed for the CWS-IM tool. A brief description of them is presented below:

- Contact list: the GUI of CWS-IM presents a list of potential collaborators and of their assigned activities in a particular project (see 5A and 5F). The contact list can be used to initiate a chat session with a group of collaborators or with one collaborator. This component allows users to obtain information concerning the other workers' presence, role and teamwork at a glance.
- Identity panel: this is used to show the actual collaborator's information such as name and role (5B). This component also allows users to obtain information on their own identity at a glance.
- Contact view: this option allows users to choose which view they prefer (5C), and also permits them to obtain a list of contacts per project (5A) or a list of the assigned activities of the user in the project (5F).
- Contact information ToolTip: this is accessed through a right click over the desired contact (5D). This component shows current information about potential collaborators, such as authorship identity and current activity. The information of the potential contact is accessible only if they have common activities or projects (privacy).
- Location label: This component provides information about the person's current geographical location (5E). This information is supplied based on the assigned IP address. It allows information complementary to identity to be provided.
- Notification history (6A): This component allows users to obtain the history of events regarding the projects of interest and notifications regarding assigned activities at a glance.
- Task panel (6B): This component has been added to show the different perspectives of a task that is being carried out (e.g. which project or activity is under execution, which resources have been linked, etc.).


Figure 5. Contact list interface


Figure 6. Notification history and Task panel interfaces
Furthermore, in order to implement the Selective Availability concept, the tool implements a set of rules for notifications, so that if a user needs to contact a collaborator, the tool attempts to guarantee that the person that is being contacted is working on a common activity or project.

To achieve this, the status of a user is represented in the GUI by using a color code (see Figure 7): if the status of the user is presented in Green, this means that the users (issuer and possible receiver) are working on the same project and on the same activity (Available); if the status is presented in Yellow, this means that the users are working on the same project, but on different activities (Reachable, but busy); and if the status is presented in Red, this means that they are working on different projects (Busy). With this, we aim to provide information elements in a distributed situation to enable an awareness level similar to that which is available to an issuer in a
situation of co-location; for example, by simply observing the potential recipient.


Figure 7. Color Code
Thus, CWS-IM seeks on the one hand, to permit the handling of potential collaboration for synchronous situations such as: i) having knowledge on the availability of developers who are connected and the role they are playing at that moment; ii) having knowledge on the assigned work units to work individually and in groups; iii) notifying involved teammates when a unit of work finishes, and iv) allowing the reception of implicit notifications concerning the work units in which the worker is involved on. On the other hand, for past or future situations, to allow the handling of potential collaboration for asynchronous situations, such as v) having knowledge on the state of a previously worked work unit, and vi) obtaining information on work units likely to be performed.

## 7. Related work

Similar projects that focus on providing information regarding the activities that occur in a development group have been proposed. For example: Palantir [24] is a system that complements existing configuration systems by providing distributed awareness of the project's progress. This is done through a graphic display which shows measurements of severity and impact of the changes in the artifacts, so that developers could anticipate the problems that may result from those changes. This project however is focused only on the management of changes to the artifacts. ProjectWatcher [25] is a system designed to provide awareness support regarding "who is who in general" and "who works in this area of the code". There are also mechanisms (e.g. Eclipse Plugins [26]) to inform users about the location of a concurrent change at the class, method and line level. These two projects allow keeping the team informed about the state of specific code sections and files In contrast, our proposal provides a new way to automatically reflect the change in status of a user according to assigned project activities, as well as status filtering according to the activity of both the issuer and the receiver (Selective Availability). Further, none of the cited works focuses on informing the group with the dynamicity and granularity level regarding the activity that individuals perform from their own workspace, the
artifacts used in this activity, and the related information of the associated project, and involved team members.

Finally, it is important to highlight that the approach and ensemble of awareness information elements and mechanisms to gather and present them does not intend to be conclusive nor comprehensive, but a starting proposal from which to explore additional elements and mechanisms that facilitate starting an interaction that is better informed and suited to the needs of both the issuer and the receiver.

## 8. Conclusion and future work

Geographical distribution in DSD implies that people do not have the opportunity for face to face interaction, which limits the ways in which people gathers and use information to synchronously contact others at timely opportune moments. In this work, our premise was to take advantage of existing tacit and explicit knowledge of workers in a DSD organization to facilitate their starting collaboration in a more appropriate and informed manner. Our approach to cope with this allowed us to identify documents, people and system as sources of valuable knowledge; from where information elements such as own and collaborators presence and identity, artifacts in use, people and resource location, associated projects, and plans and history logs, among others, could be technologically retrieved and provided to overcome physical distance, the main barrier that prevents this knowledge to flow among issuers and receivers of potential interactions in DSD. Once this information was identified, we proposed a set of design implications for a tool that aims to provide adequate support to initiate collaboration between DSD workers.

Based on these insights, an ensemble of information elements and gathering and presentation mechanisms were proposed to develop CWS-IM, an extended IM application. CWS-IM could improve the way in which DSD workers start collaboration compared with traditional instant messaging because it:

- distributes explicit organizational knowledge (e.g. project status information) in real-time
- provides explicit information through specialized mechanisms to specific project- and activity-related team members;
- offers an individual perspective to the DSD group (e.g. availability of information regarding each co-worker related to the project according to the assigned work and the activity currently under execution);
- provides a group perspective regarding a specific team member (e.g. it notifies whenever
a developer is available to certain projectrelated members, and unavailable to others).
Concerning future work, the use of CWS-IM is going to be evaluated in a real situation by deploying it for a test at the software factory where the preliminary study was performed.
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